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New Challenges and Approaches
Over the past 20 years, the business world has been changing significantly, and concepts of cross-enterprise collaboration have been promoted to the center of enterprise strategy. For some organizations, doing business globally has become critical to their survival; others discover new opportunities by focusing their business on a local setting. Not only large organizations set up cooperation agreements with other enterprises, but also SMEs are combining forces to compete jointly in the market. Nowadays, the competitiveness of an enterprise is largely determined by its ability to seamlessly interoperate with others.

Interoperability in the context of enterprises and enterprise applications can be defined as the ability of a system or a product to work seamlessly with other systems or products without requiring special effort from the customer or user. The possibility to interact and exchange information internally and with external organisations is a key issue in the enterprise sector. It is fundamental in order to produce goods and services quickly, at lower cost, while maintaining higher levels of quality and customisation. Interoperability is considered to be achieved if the interaction can, at least, take place at the three levels: data, applications and business enterprise. Through the architecture of the enterprise model and taking into account the semantics issues. It is not only a problem of software and IT technologies. It implies support of communication and transactions between different organisations that must be based on shared process models and business references.

This book establishes the proceedings of the Second International Conference on Interoperability for Enterprise Software and Applications (I-ESA 06), which

These two programmes were the results of several initiatives launched in 2000 by the European Commission, where an expert group had been set up to identify challenges and approaches relating to the development of interoperability of enterprise applications in Europe, and to make propositions to the E.C. to launch projects to sustainably advance enterprise interoperability. In 2002 a Thematic Network IDEAS (Interoperability Development for Enterprise Applications and Software – Roadmaps), coordinated by University Bordeaux 1, was launched, the project manager being Guy Doumeingts. IDEAS produced an influential Roadmap on Enterprise Interoperability. INTEROP, ATHENA and other projects in the FP6 were built on the content of the roadmap.

The originality of the approach proposed by IDEAS was to find solutions to problems of Enterprise Interoperability by combining three main research domains: Enterprise Modelling (EM) dealing with the representation of the inter-networked organisation to establish interoperability requirements and to support the implementation of solutions; Architecture & Platform (A&P) defining the implementation solutions to achieve interoperability; Ontologies (ON) addressing the semantics necessary to assure interoperability.

I-ESA’06 is the successor and was built on the success of the INTEROP-ESA conference 2005, held in Geneva on February 2005. The objective of I-ESA is to bring together the world's leading researchers and practitioners in the area of Enterprise Interoperability and e-Business and to enable a fruitful exchange of the participants’ vision, research and experiences.

I-ESA’06 was held from March 22nd to 24th (colocated with eGovInterop), 2006. 20th and 21st were devoted to the pre-conference. 47 regular papers were presented in 16 sessions and 29 posters in five sessions. These 24 sessions were held in three parallel tracks.

The programme proposed several key notes presented by high-level renowned experts from industry and academia:

- Dr. Gerald Santucci, European Commission, EU,
- Dr. Steve McGibbon, Microsoft, UK,
- Dr. Michael Brodie, Verizon Information Technology, US,
- Dr. Mark Schenecker, SAP, US,
- Ludger Garg, Siemens Transportation Systems, DE,
- Man-Sze Li, IC Focus, GB and Prof. Jean-Paul Bourrières, Univ. Bordeaux 1, FR,
- Hubert Tardieu, Atos Origin, FR.

During the 20th and 21st, the pre-conference was held featuring:
• a full-day doctoral symposium containing 15 papers,
• three tutorials on model-driven interoperability with SOA and agents, Use of enterprise models to master collaboration challenge; and AKME – Active modelling knowledge of enterprises.
• three full-day scientific workshops:
  - IFAC TC5.3 workshop Enterprise Integration, Interoperability and Networking (EI2N'2006),
  - Web Services and Interoperability (WSI'2006),
• two advanced full-day workshops:
  - Interoperability challenges for SMEs: this event co-sponsored by INTEROP NoE and ATHENA IP concerned a very important topic: the debate were of high quality,
  - Enterprise Interoperability Roadmap, organised, by the European Commission. This session was well attended by more than 80 participants. The subject was the elaboration of the Roadmap in Enterprise Interoperability for the future. The result of this debate with the contribution of Europe, North-America, Japan, China and Australia representatives will serve as a base for the next 7th Research and Development Framework Programme of the European Commission in this domain.
• the 15th anniversary celebration of China/Europe collaboration in the area Integration and Interoperability.

Having attracted 250 attendees, the I-ESA’06 conference demonstrated the importance and prominent role of Enterprise Interoperability for the competitiveness of enterprises. The 250 participants proved an increasing interest for this domain.

The next conference, I-ESA’07 will be held in March 26th-30th in Funchal, Madeira Island, Portugal, organised by the Institute UNINOVA, http://www.i-esaa.org/i-esaa2007.

We believe that this thoroughly prepared volume is of particular value to all readers interested in key topics and most recent developments in the very exciting field of enterprise interoperability research.
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1 Introduction

One organisation interested in working in the field of services composition should answer the following question: which are the main steps in order to create a composed service, either statically or dynamically? In order to answer this question is important to have in mind the framework process [1] in which the composition development is included. This framework process has three main process areas:

- Service development/engineering process area focussing on best practices in the context of developing ‘atomic services’[1]. The primary purpose of this process area is to develop, test and deliver atomic services.
- Service Acquisition/provisioning process area addresses processes and activities related to the service marketplace and the role of service broker.
- Service centric system engineering area. This is the most important area for the purpose of this paper. Service centric system engineering process area includes all the functionality related to the analysis, design, development, deployment and execution of a software system based on services. The component parts involved in this process are similar to those found in

1 Atomic Service is a single service not formed by other services.
traditional software engineering, but concentrated on the development of service-oriented architectures for the system being developed.

This paper is structured as follows. First, it provides a brief introduction about existing approaches for dynamic composition. Second, a proposal for a process to develop static composition is explained. Finally, the paper contains a detailed description of the process for developing composed services based on variability, as well as an explanation and an example of how to model the variability.

2 Approaches for Development of Dynamic Composed Services

In static service compositions, the activities, services and workflows are statically defined at design time. This means, after analysing the requirements, the composition with fixed elements is developed. It is not possible to change the integrated services during the execution of the composition, even when there are errors.

In a dynamic service composition, some approaches have been identified to allow certain dynamicity in the service composition, enabling the business process\(^2\) to adapt to the context and manage the recovery actions when errors are detected. The objectives are to achieve high flexible service compositions, and to improve the reliability of the composition.

The different approaches identified can be used together to give the composition the maximum flexibility, because they have impact at different levels of the service compositions. It is necessary to define specific tasks and processes to fulfil the requirements of the approaches at design time as well as at runtime. These approaches are the following ones:

- **Re-Binding.** This approach enables to replace a service with other, which will be similar and will cover the same functionality. At design time, some realisation alternatives for the overall functionality of the composition are identified. If the default service has to be replaced due to an error or a QoS decrease, the re-binding process will select a new one from the alternatives list, which could be enlarged by discovering new services at runtime, and will modify the composition by binding the new selected service.

- **Variability Points.** In this approach, the parts of the composition where there will be different possible alternatives in order to execute an abstract activity\(^3\), are identified. These alternatives can be identified at design time, but it is not possible to know which one will be executed at runtime. Depending on the context when the composition is requested and the conditions are defined for each variability point, one option will be chosen and executed. The variances may be defined as different available features or as service realisation alternatives at runtime.

---

\(^2\) Business process is understood as the composition flow including additional aspects such as transactions, security issues.

\(^3\) Abstract activity is an activity that not necessarily has a concrete implementation.
• **Re-Planning.** The approach is used when a service participating in the composition fails, and there is no possibility to replace it with other atomic service. In this case, the composition needs to be modified in such a way that the lost functionality can be recovered. This functionality may be split (so it will be covered by various services) or may be regrouped with other part of the composition (a service that is working properly to perform part of the functionality of the composition could be used to perform also the lost functionality).

3 **Static Composition Framework**

A static service composition is a composed service workflow, defined manually and a priori at design time. As consequence, after the service is executed and running, no changes are possible. In this way it is possible to compose really complex services, as interactions between used services are well known and controlled. But this static condition means a lack of adaptability to different users or environments, as it requires knowing very well the consumed services and their interactions, so if adaptability or dynamic compositions are mandatory factors, some actions should be taken during the static design to allow a dynamic service composition at run time. [2]

![Static Composition Framework](image)

**Fig. 1. Static Composition Framework**

In Figure 1, the static service composition methodology is split into five processes: Enterprise Architecture Engineering, Service Specification Architecture, Design Time Service Composition, Composition Realisation Architecture, and Validation process. These processes are composed by several tasks, which are explained more in depth in [2]; including for each step a figure showing these main tasks, using the SPEM notation [6].
3.1 Enterprise Architecture Engineering Process

The purpose of this process is to identify, define and maintain domain or organisation wide architecture models, and assess their corresponding benefits and drawbacks to fulfil system requirements.

To achieve this objective, once the system requirements and the available candidate services are provided by a previous service discovery mechanism, it is important to gather information about previous projects to analyse similar solutions.

Different architectures that may fit the needed composition might be defined or extracted from those solutions. Once some candidate architectures are selected, the advantages and disadvantages of each one should be analysed to facilitate the decision about which architecture will be used for the composition.

The final result of this process will be a list of the available Architectural Options and Patterns, ready to be used as a skeleton for the service composition structure. This information may be enhanced with descriptions of the different alternatives, instructions on how to use them, results of a feasibility analysis and so on. To easy the future choice of an appropriate architecture, some Architectural Policies will also be obtained.

3.2 Service Specification Architecture Process

After obtaining the suitable architecture for the composition, the services that fulfil this architecture should be found or, at least, defined. This process defines how to specify the services that are needed to cover all the functionalities of the system, specifying abstract service specifications for the composition that will only describe their functionalities without any specific implementation.

These service specifications will be used afterwards to find concrete services that can fulfil the requirements. If some services which are necessary to fulfil the requirements can not be found, new services might be developed.

As a result of this process, a Service Specification Model will be obtained; specifying the interface of each identified abstract service, as well as its description and requirements. It could also be possible to specify some mappings with service implementations that cover the functionalities of the identified abstract services.

3.3 Design Time Service Composition Process

In this process, a service composition will be specified taking as inputs the Service Specification Model and the previously described Architectural Policies.

For this purpose, once the abstract services have been specified, the architecture that best fulfils the composition requirements will be selected, taking into consideration the business strategic perspectives. Then, the abstract services that fulfil the architectural requirements must be organized, obtaining an abstract service composition.

Finally, it will be necessary to describe how to fulfil other composition relevant aspects, such as error handling, security or transactions management.
At the end of this process, a document with the modelled abstract representation of the composition will be obtained. This document is called Service Composition Specification, and it also includes more information about the resulting composition, such as workflow, transactions, security issues, etc…

3.4 Composition Realisation Architecture Process

After obtaining the Service Composition Specification, it is necessary to select the final services that fulfil the abstract composition. In this process, candidate services and possible alternatives will be chosen using previously described service specifications. These services can be discovered or developed, depending on the possible candidates and the system requirements, and they will be mapped with the abstract composition specification. The goal is to obtain the final business process that will fulfil the functionality expected from the system during its execution.

The main result of this process will be an Executable Script written in a concrete implementation language for the composition, i.e. WS-BPEL [5], which will include all the issues described in the Service Composition Specification. Furthermore, a Service Deployment Architecture document will also be produced. This document will explain how services will interact with each other and which Quality of Service (QoS) levels will be covered.

3.5 Validation Process

As a final step, the composed service will be validated to assure that selected services provide the appropriate functionalities with the optimal QoS. For this purpose, and to guarantee that no violations or deadlocks are possible, the workflow should be iterated. To assure that the obtained results are always correct, and that the system maintains the required stability, the system should be overloaded during this process.

Finally, the updated versions of the documents produced on the previous process will be obtained; i.e. a Verified Executable Script and a Verified Service Deployment Architecture.

4 Dynamic Composition Framework based on Variability

Software variability has become an important topic in software architectures and product family approaches [3] to derive different product configurations through the use of variation points to describe those parts of a software system that may vary. This approach has been applied to the development of service compositions since different configurations could be possible in a service composition depending on different factors. The main idea of variability for the business process workflow is to introduce one more abstraction layer in the business process. In this way, developers include tasks at design time to define explicitly the variability that can be concreted in later phases and implemented in very different ways.

The application of variability needs to be supported during the design of a service composition, because introducing variability once the business process has
been developed and implemented is very difficult. Maintaining the coherence of
the composition and the fulfilment of the requirements is not a trivial matter. This
happens because adding variability to the composition might affect many tasks as
well as global policies like those for security, transactions and QoS.

To add this abstraction level to the business process, we have proposed to carry
out two extra processes during the development of service composition (Variation
points management and Variation points realisation), which will help developers to
select the composition parts in which to introduce dynamicity using variability, as
well as how to implement and define possible alternatives for each variation point.

These processes are expected to be used in any development process,
improving any methodology in such a way that can guide developers to introduce
some dynamic parts in their compositions at design time. In the figure above, we
show how these processes can be fitted in the static composition framework.

4.1 Variation Points Management Process

As explained before, some parts of the composition might change at run-time. The
purpose of this process is to describe at design time which parts of the composition
might change at runtime and define a set of requirements to perform this variability
and maintain the coherence with the business process goal.

At this point, a Service Composition Specification has been modelled in the
previous step, so the basic abstract business process is defined. This specification
has to be analysed in order to get which parts of the composition might have a
different behaviour at runtime depending on context information. The selected
architecture, the composition requirements and the abstract services descriptions
identified are some of the composition aspects that will determine where the
variable parts might be.

Those variable parts will be defined as variation points and the next step will
consist on describing each one. This is, defining the requirements and the criteria
(functional, non-functional, dependencies…) to be fulfilled in order to guarantee that the new composition will be coherent and compatible with the initial requirements and goal. It is important to put special attention in aspects like transactions, security and QoS policies which are sensitive to changes.

The final result of this process will be an enhanced and improved Service Composition Specification, which will now also include variation point specifications to be instantiated at runtime.

4.2 Variation Points Realisation Process

Until this process, there is not enough information to instantiate variable points. This process guides developers through the process of gathering that information indicating which services are candidates for each variation point and how those services fulfil the requirements of the variation point, as well as defining some rules to indicate when to use one service or another.

Before starting this process, some candidate services should be discovered, and the composition specification should be completed as a service deployment architecture. With this information, composition developers will define the candidate services for each variation point, mapping the requirements of the variation points and the abstract service descriptions. A ranking may be created to facilitate the selection of services and their alternatives.

At the same time, the variation points policies have to be described. To perform this activity, developers will define a set of rules or requirements to guide the execution engine in the services selection task in such a way that can fit better the executed composition with the user requirements and needs. Defining which context information is needed is critical, so the execution engine will know which data must be gathered.

From this process, an enhanced Service Deployment Architecture and an enhanced Execution Script will be obtained. The Execution Script will contain specific language elements to indicate variabilities and policies to manage them, so the execution engine can interpret them correctly. In this way, the execution engine will be ready to instantiate those variation points at runtime before starting the execution of the composition.

5 Modelling Dynamic Composition based on Variability

To model the variability identified in a dynamic composition, it is necessary to define the information required to describe variation points in composite services and to configure them at different points in the lifecycle (e.g. design time or runtime). Then, this information model should be attached to a composition language, such as WS-BPEL [5]. However, the details about how to attach these variability concepts to a composition language are still under our research.

This section provides a definition of the variability concepts used in composition language and also a conceptual model that relates all these concepts. The figure 3 gathers all these variability concepts and their relationships.
A variation point (VP) identifies a point in a composition context which varies according to the value of a decision taken using context information. Each variation is defined with a set of information such as:

- A Name identifying the variation point with a unique identifier within the composition.
- A Description describing the variation point, giving the necessary plain text information to support the process of decision making.
- A ValueType specifying the data type of the variation value.
- A DefaultValue a pre-set value, indicating the value automatically applied to the variation point if the decision is not taken explicitly.
- The Validity, indicating if the variation point has to be taken during composition execution. This attribute is true by default.

A variant is one of the different alternatives in a variation point. Only one variant is active in the system at any given moment. Each variant is defined with a set of information such as:

- A Name identifying the variant with a unique identifier within its owner.
- A Description describing the variant, giving the necessary text plain information about the alternatives gathered in that variant.
- A Value indicating the value associated to that variant. This means, the variant will be the alternative chosen in case that value coincides with the decision taken.
- An Implementation indicating the candidate service attached to the variant. This candidate service could be a single concrete service to an abstract service composition or several abstract/concrete services to replace a part of the composition.

![Variability Conceptual Model](image)

**Fig. 3. Variability Conceptual Model**
Example of Usage

This section provides an example of the usage of variability concepts explained in the previous section. The example shows how a specific configuration impacts on the final composition. Keep in mind that this example only manages simple variability and disregard dependencies that could appear between variation points.

Suppose that we want to use an IP voice service called *kRecall* that, after checking the user identity through an external service denominated *kLogin*, provides different alternative ways to phone, using different telecommunication providers. The *kRecall* service provides two alternative telecommunication providers, ProviderA and ProviderB. If a mobile phone user wants to phone to a ProviderB user, the best choice would be to use the same telecom provider as the target mobile user, this means, Provider B service is preferred.

To model this in the composition, we have to add a variation point for *kRecall* depending on the telecom provider of the target mobile phone and define the associated variants. The best variant is chosen on the basis of the target mobile phone. This decision is taken based on the value given to the variation point associated at runtime.

For example, suppose that Mary uses the *kRecall* service to get her through John and ProviderB is the telecommunication provider that supplies phone services to John. Then, the composition flow of *kRecall* service, after configuring the variation points identified, would be denoted by the following figure:

![Diagram showing the example of variability choices based on telecommunication providers.](image)

Fig. 4. Example of Variability Choices based on Telecommunication Providers

If the target phone provider is ‘ProviderA’, the first alternative or variant will be chosen. If the target phone provider is ‘ProviderB’, then the second variant will be chosen.

Now, the *kRecall* service is configured using the user’s context. Depending on a specific configuration (in this case, the type of telecom provider for target phone), the variation point is instantiated and final the composition flow is generated and specifically adapted to the context.
6 Conclusions and Future Work

Existing services composition approaches focus mainly on static composition based on service description and orchestration standards. Adding variability to a business process is a good solution to get some level of dynamicity.

The static framework presented in the paper can be used as a guide to develop any service composition. Following all the steps, a robust and complete composition could be obtained with a good quality level.

But there are many domains where dynamic compositions offer many advantages, so the paper shows how to apply a product family engineering approach as a feasible solution for developing composed services, as they share some commonalities regarding their variable behaviour in some circumstances. The advantage of this approach is that provides the appropriate functionality with the optimal quality depending on the context in the execution time.

This approach can be considered as a dynamic re-composition since there is already a service composition defined. To perform a real dynamic composition, we need to create a service composition from scratch and in real time. This kind of approach is known by on-the-fly composition, which needs only a few input parameters provided by the user, like a composition goal, to develop low-complex compositions. This approach will be researched in the context of future European projects.

The variability conceptual model included in section 5 describes a first approach. This model should be also improved to express dependencies between variation points, in order to get a more complete approach using variances. Besides, the issue about how to attach these variability concepts to a composition language is still under development.

As well as some tasks can be variable, the number of alternatives may not be static, in such a way that new alternatives might be found at runtime. This issue has not been taken in account, but it could be tackled in later researches allowing adding alternatives automatically as they are detected when new services are discovered by the system.
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1 Introduction

Businesses are in nature dynamic and change continuously. Economic prospects can lead to both growth and reduction in size and portfolio. Growth or reduction may consist of outsourcing parts of one’s non-core business processes to specialized parties in the market. In this paper we will concentrate on conceptual modeling of outsourcing information systems, where outsourcing in the context of information systems will be defined as delegating a part of the functionality of the original system to an existing outside party (the supplier). Such functionality typically involves one or more operations (or services), where each operation satisfies certain input- and output requirements. These requirements will be defined in terms of the ruling service level agreements (SLAs). We will provide a formal means to check that the outsourcing relationship between outsourcing party and supplier, determined by a SLA, satisfies specific correctness criteria. These correctness criteria are defined in terms of consistency and completeness between the outsourced operation and the associated operation offered by the supplier. Our correctness criterion will concern mappings between an existing outsourcer schema and an existing supplier schema, and will address both semantical and ontological aspects pertaining to outsourcing. These mappings provide a semantical basis for interoperability between outsourcer and supplier. Our paper focuses on modeling issues; for architectural aspects pertaining to outsourcing of information systems, we refer the reader to [8]. Our emphasis is on semantics of service outsourcing, and not on underlying outsourcing technology. We do, however,
implicitly assume the existence of some typical service-oriented architecture (SOA) as a context in which our work could be placed.

We will focus on the UML/OCL data model to tackle the problem of offering a semantics of outsourcing in the context of interoperable information systems. UML is the de facto standard language for analysis and design in object-oriented frameworks, and is being employed more and more for analysis and design of information systems, in particular information systems based on databases and their applications. The outsourcing relationship will be described in terms of a SLA, containing detailed (and often complex) information on both outsourcer and supplier. Specifying a typical SLA places high demands on the expressiveness and precision of the modeling language employed. We will define so-called exact views \cite{1,3,4} on top of existing information systems in order to eventually capture the formal requirements of the outsourcing relation. A SLA will be given precise specifications in terms of pre- and post-condition statements on operations in OCL, and a correctness criterion will be defined in terms of consistency with respect to these pre- and post conditions.

Our final aim is directed at constructing a mapping from the source model to the target model (i.e. the model of the supplier) preserving the SLA. Such a mapping (called an \(\omega\)-mapping) will be shown to abide to a so-called abstract outsourcing implementation schema (called an \(\omega\)-schema), ensuring correct outsourcing of a source operation. Existence of an \(\omega\)-schema will realize the sought-after (semantical) interoperability between outsourcer and supplier.

This paper is organized as follows. Section 1 offers a description of the correctness problem pertaining to outsourcing. In Section 2 we offer an introduction to views in UML/OCL. Section 3 employs so-called exact views to model outsourcing based on \(\omega\)-schemas and \(\omega\)-maps. This section also contains an illustrative example of an outsourcing relation.

## 2 The problem: Managing correctness of interoperability and outsourcing Preparation

In outsourcing, one typically has the situation that a source company wishes to hand over parts of its functionality to an outside party. This outside party is called the supplier to which the functionality (or service) is outsourced. In terms of models, this situation translates to a (source) model having one or more operations that will be outsourced to an outside (target) model. To be able to perform this outsourcing activity, one is to locate within the source model which operation \(O\) is to be outsourced, along with all relevant attributes, relations, constraints and auxiliary operations that are used in the definition of the operation \(O\). For example, consider the situation of a company wishing to outsource payment and calculation services pertaining to employee salaries. In order to outsource this operation, here called \(calcNetSal\), one might need information regarding present status, date, employee function, employee age, employee address, number of hours that the employee works, initial date of employment, employee department, and possibly more. Once
it has been decided that an operation like `calcNetSal` is to be outsourced, one tries to locate an outside party supplying the functionality of this operation. Once such an outside (target) party is found, the source party and the target party enter negotiations regarding the quality of the outsourcing service that the target has to provide. Once an agreement has been reached, a so-called Service Level Agreement (SLA) is drawn up to which both parties are bound. A SLA is crucial in outsourcing, since it is the sole basis on which source and target parties provide input (responsibility of the source company) and output material (responsibility of the target company). In terms of models, the source model offers the outsourced operation, say $O$, as well as all relevant attributes, relations, constraints and auxiliary operations that are used in the definition of that particular operation $O$. Furthermore, the source model offers its initial conditions that have to be met by a target model. These conditions are the basis for a SLA pertaining to source and target model, and could typically be given in terms of pre- and post conditions. In the case of our example, we could stipulate the following conditions (written in UML/OCL)

```plaintext
context Employee::calcNetSal(presentDate:Date): Integer
pre: status=payrolled
post: age>40 implies result>3000 and result < (self.manager).presentDate.calcNetSal and self.department.depNm=`toy` implies result<4000
```

This specification states that within the class Employee, an operation called `calcNetSal` satisfies the post condition that all employees over the age of 40 earn at least 3000, that no employee earns more than his manager, and that all employees belonging to the department named “toy” earn at most 4000. Should one wish to outsource this operation, then the supplier is bound to this specification. This entails that the supplier is to offer an implementation `calcNetSal'` of `calcNetSal`, such that `calcNetSal'` has a pre- and post condition that are consistent with respect to the pre- and post conditions of `calcNetSal`. For pre conditions this means that `calcNetSal'` should not accept arguments that are not accepted by `calcNetSal`, and for post conditions it holds that `calcNetSal'` should never produces results contradicting a post condition of `calcNetSal`.

In our approach, the SLA between an outsourcing party and a supplier provides the input for a contract binding both parties. The SLA is then used to produce a formal specification, in terms of pre- and post conditions, in which it is precisely (unambiguously) and completely stated what the supplier is expected to deliver. Such a formal counterpart of the SLA is coined a $\sigma$-constraint. The problem that we are now faced with, in terms of models, is to offer a mapping from the model of the outsourcing party (the source model) to the model of the supplying party (the target model) that preserves the $\sigma$-constraint. This mapping serves as a (correctness) specification of the outsourcing relation between source and target. Generally speaking, constructing such a mapping is no trivial matter, and it is the topic of this paper to offer a methodology and a definition of a correct end result for an outsourcing mapping (or $\omega$-map for short). The $\omega$-maps that we are looking for show many resemblances with certain mappings encountered in the field of
data integration. In data integration, we have to map a collection of (local) source models to a (global) target model integrating the source models. Typically, these local models are models of legacy systems, which have to be mapped to a newly defined global system; this problem has been coined as the problem of Global as View ([4,6,7,9,14]). Constructing such mappings from local models to a global model give rise to problems pertaining to so-called data extraction, typically dealing with matters such as naming conflicts (e.g. homonyms and synonyms), conflicts due to different underlying data types of attributes and/or scaling, and missing attributes all deal with differences in structure and semantics of the different local systems. Should we also wish to maintain constraint properties in the transition from local to global, then we move into the realm of so-called data reconciliation ([4,6,10,13]). Data reconciliation is often hard to realize, because of the severe restrictions placed on the mapping from local models to the global model. In [4], it has been shown that only when such a mapping satisfies certain isomorphism properties, correct resolution is ensured of the data reconciliation problem.

In outsourcing we are faced with a more-or-less dual situation: here we are moving from a global system (the system of which a part will be outsourced) to a (possibly collection of) local system(s). Typically, the global system is a legacy system that has to be mapped to an existing local system that will supply the desired outsourcing service. Mapping an existing (global) model to an existing (local) model is known as the problem of data exchange (cf. [10,12]). In general, there are no algorithms for constructing mappings solving the data exchange problem. What we can do, however, as will be done in this paper, is to provide criteria by which it can be judged, in retrospect and after having applied data extraction and reconciliation techniques to semantically align the data schemas on the outsourcer and supplier side, whether the construction of an outsourcing mapping from an existing model to another existing model has been performed correctly. In our case, we offer a criterion, formulated in terms of a so-called Z-schema, judging that a $Z$-map ensures correctness of the outsourcing relation between source and target models. Existence of an $o$-schema will realize (semantical) interoperability between outsourcer and supplier.

We emphasize that in this paper we do not offer a recipe for constructing an $o$-map. What we do offer, however, is a criterion by which we can judge whether our outsourcing has indeed been performed correctly; i.e., by offering a construction of an $o$-map, we offer a guarantee that the outsourcing of the operation will yield results on the supplier side that are completely consistent with the original desired results from the side of the outsourcer. We could also phrase this by saying that the intention of our approach is to guarantee outsourcing transparency. Moreover, we show that a strategy for constructing an $o$-map could consist of devising a specific $\psi$-map that eventually will yield the desired $o$-map.

The next section is devoted to views in UML/OCL; views will be used in subsequent sections of this paper for constructing exact views and $o$-maps in the context of outsourcing.
3 Views in UML/OCL

Consider the case that in the context of some company, we have a class called Emp1 with attributes nm1 and sal1, indicating the name and salary (in euros) of an employee object belonging to class Emp1

\[
\begin{array}{|c|}
\hline
\text{Emp1} \\
-\text{nm1} : \text{String} \\
-\text{sal1} : \text{Integer} \\
\hline
\end{array}
\]

(1)

Now consider the case where we want to add a class, say Emp2, which is defined as a class whose objects are completely derivable from objects coming from class Emp1, but with the salaries expressed in cents. Assume that the attributes of Emp2 are nm2 and sal2 respectively (indicating name and salary attributes for Emp2 objects), and assume that for each object e1:Emp1 we can obtain an object e2:Emp2 by stipulating that e2.nm2=e1.nm1 and e2.sal2=(100 * e1.sal1). By definition the total set of instances of Emp2 is the set obtained from the total set of instances from Emp1 by applying the calculation rules as described above. Hence, class Emp2 is a view of class Emp1, in accordance with the concept of a view as known from the relational database literature. In UML terminology [15], we can say that Emp2 is a derived class, since it is completely derivable from other already existing class elements in the model description containing model type Emp1. Class Emp2 can be described as a derived class in UML/OCL [2,15] in such a way that it satisfies the requirements of a (relational) view. The set of instances of class Emp2 is the result of a calculation applied to the set of instances of class Emp1. The basic idea is that we introduce a class called DB that has an association to class Emp1, and that we define within the context of the database DB an attribute called Emp2. A database object will reflect the actual state of the database, and the system class DB will only consist out of one object in any of its states. Hence the variable self in the context of the class DB will always denote the actual state of the database that we are considering. In the context of this database class we can then define the calculation obtaining the set of instances of Emp2 by taking the set of instances of Emp1 as input.

\[
\text{context DB} \\
def: \text{Emp2}: \text{Set(Tupletype{nm2:String, sal2: Integer})} = \\
(self.emp1-> \text{collect}(e:Emp1 | \\
\text{Tuple\{nm2=e.nm1, sal2=(100*e.sal1)\}}))-> \text{asSet}
\]

(2)
In this way, we specify Emp2 as the result of a calculation performed on base class Emp1. Graphically, Emp2 could be represented as follows where the slash-prefix of Emp2 indicates that Emp2 is a derived attribute

### Exact views

In the case that a derived class in UML is the result of a so-called \( \psi \)-map [3,4], then we speak of an exact view. Exact views belong to the domain of data extraction, and are constructed from a certain collection of injective conversion functions (cf. [3,4]). Exact views have the property that they are correctly updatable, in the sense that any update on an exact view corresponds to exactly one (combination of) correct update(s) on the base class(es) it stems from (cf. [1]).

### 4 Outsourcing by \( \omega \)-schemas and \( \omega \)-maps

Consider the case of our example, described in Section 1. In terms of UML, we can discern within our source model (called SM, for short), the following model elements Manager, Employee and Department. The class Manager is a subclass of Employee, a manager supervises \( n \) (\( n \geq 0 \)) employees, employees belong to exactly one department, and departments have \( m \) (\( m \geq 0 \)) employees. In our example, we (i.e. the company) wish to outsource payment and calculation services pertaining to employee salaries. To be more precise, the company wishes to outsource calculation of the net salary of a given set of employees on the basis of status (pay rolled, or not), present date, employee function, employee age, number of hours that the employee works, initial date of employment and employee department. In terms of SM, not all elements of the class Employee are relevant for outsourcing of these operations. To this end, we will construct a view on the class Employee containing, in general, only those attributes, relations, operations, and constraints that are relevant for our particular outsourcing application. This view /SalView (called a source view) is depicted below

<table>
<thead>
<tr>
<th>/SalView</th>
</tr>
</thead>
<tbody>
<tr>
<td>status: Set(payrolled, notPayrolled)</td>
</tr>
<tr>
<td>function: String</td>
</tr>
<tr>
<td>age: Integer</td>
</tr>
<tr>
<td>hours: Integer</td>
</tr>
<tr>
<td>employedSince: Date</td>
</tr>
<tr>
<td>depNm: String</td>
</tr>
<tr>
<td>man-id: Integer</td>
</tr>
</tbody>
</table>

\[ \text{calcNetSal(presentDate:Date): Integer} \]