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ABOUT THE AUTHORS
The complexity of electronic and computer systems continues to increase at a rate that one might consider too fast for designers to cope with. This increase in complexity enables us to produce impressive engineering systems: aircraft, cars, mobile phones, the internet, “intelligent” homes, for example. However, there are negative aspects to this increased complexity most obviously how to design, manage and reason about such complex systems. Biological systems are many orders of magnitude more complex than anything we can currently produce. Unfortunately as complexity increases so do the chances of faults and errors occurring in these systems. For non-maintainable systems, those that are not available to repair, such as satellites, deep-sea probes or long-range spacecraft, faults and errors can damage the system making the device useless. Are there different ways to produce our current and future complex engineering systems?

Evolvable hardware (EHW) is a dynamic field that brings together reconfigurable hardware, artificial intelligence, fault tolerance and autonomous systems. EHW uses simulated evolution to search for new hardware configurations. The evolution is performed by a variety of different stochastic search algorithms such as genetic algorithms, evolutionary programming or evolution strategies. The evolved hardware is implemented on reconfigurable devices such as field programmable gate arrays (FPGAs), field programmable analog arrays (FPAAs) or field programmable transistor arrays (FPTAs). Each device is configured to define its architecture (and thus function) and the purpose of this evolution is to find the best performing architecture for the given application.

EHW techniques have been successfully used for both original system design and online adaptation of existing systems. It is in latter application area that has generated the most interest. EHW allows systems to self-adapt to compensate for failures or unanticipated changes in the operational environment. This capability
has attracted the attention of NASA and the military because operating in extreme physical environments, coupled with the need for high reliability, is the norm for systems deployed by these agencies. It is for this reason this book places a special emphasis on using EHW in fault tolerant applications.

This book provides a comprehensive view of this growing field for researchers, engineers, designers and managers involved in the design of adaptive and high reliability systems. The reader is introduced to the basic terminology and principles of EHW, reconfigurable hardware, algorithms that conduct the simulated evolution, and system integration concepts. Background information is included on real-time systems and fault-tolerant principles. Several real-world application examples (both digital and analog) are included to teach the basic concepts and to illustrate the power and versatility of EHW.

The motivation behind this book comes from the realization that all of the EHW literature is scattered in a variety of journal articles and conference proceedings. The authors have attempted to bring together, under one cover, the main concepts behind EHW, which will allow the reader to begin applying EHW techniques in a short period of time.
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<table>
<thead>
<tr>
<th>Acronym</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASIC</td>
<td>application specific integrated circuit</td>
</tr>
<tr>
<td>CLB</td>
<td>configurable logic block</td>
</tr>
<tr>
<td>CPLD</td>
<td>complex programmable logic device</td>
</tr>
<tr>
<td>COTS</td>
<td>commercial-off-the-shelf</td>
</tr>
<tr>
<td>CGP</td>
<td>cartesian genetic programming</td>
</tr>
<tr>
<td>DFT</td>
<td>design-for-test</td>
</tr>
<tr>
<td>EA</td>
<td>evolutionary algorithm</td>
</tr>
<tr>
<td>EDA</td>
<td>electronic design automation</td>
</tr>
<tr>
<td>EHW</td>
<td>evolvable hardware</td>
</tr>
<tr>
<td>FPAA</td>
<td>field programmable analog array</td>
</tr>
<tr>
<td>FPGA</td>
<td>field programmable gate array</td>
</tr>
<tr>
<td>FPTA</td>
<td>field programmable transistor array</td>
</tr>
<tr>
<td>FSM</td>
<td>finite state machine</td>
</tr>
<tr>
<td>HDL</td>
<td>hardware description language</td>
</tr>
<tr>
<td>OTP</td>
<td>one time programmable</td>
</tr>
<tr>
<td>PLD</td>
<td>programmable logic device</td>
</tr>
</tbody>
</table>
INTRODUCTION

Aims: We aim here to give a brief overview of evolvable hardware (EHW), to explain what it is and how it is used. Many more details will be given in subsequent chapters, but here we aim to give the reader a taste of things to come. We will also give some basic characteristics and examples of good and not so good features of evolvable systems.

1.1 CHARACTERISTICS OF EVOLVABLE CIRCUITS AND SYSTEMS

In the last ten years the complexity of electronic and computer systems has increased dramatically. As more power is required more complex systems have been created to fulfill these demands. This increase in complexity enables us to produce, what to most of us are, impressive engineering systems: aircraft, cars, mobile phones, the internet, “intelligent” homes, to name just a few. However, there are potentially negative aspects to this increased complexity. Most obviously how to design, manage and reason about such complex systems. It is interesting to make the point now that biological systems are many orders of magnitude more complex than anything we can currently produce. In addition, unfortunately as complexity increases so do the faults and errors seen in these systems. For non-maintainable systems, those that are not available to repair due to the expense, such as satellites, deep-sea probes or long-range spacecraft, faults and errors can damage the system making the device useless.
Let’s consider in a little more detail here the ideas behind faults in systems; we will talk much more about this in later chapters. Faults in high integrity computer system can be detected and fixed through maintenance. Fault tolerant techniques are provided to allow the system to continue working even when one or more of its redundant parts have failed. In non-maintainable systems this is not an option; once faults have occurred and been masked through fault tolerance techniques, the specific element of the system is no longer used and it cannot be repaired to be used again. Once all of the redundant elements have been destroyed through different faults the system will fail.

One extreme example of this is the one hundred year mission to the nearest star. Over the course of one hundred years an electronic system will have degraded to the point where very little of the original hardware will still be operational. In this case, if the system fails, the whole mission will fail. There is no chance of sending out maintenance engineers to fix the craft.

Consider Figure 1.1, a rather stylized model of the evolutionary cycle that occurs for all life. Details of this cycle as applied to engineering systems, and particularly evolvable hardware are given in later chapters. But for now let’s consider this cycle. We will start with parents (we have to start somewhere and we don’t wish to get into the chicken and egg argument!). These parents will produce children, who will exist in an environment to which they are better or worse suited than others. Selection will occur to determine if these children will (or will not) become parents for the next generation.

The important points here are that we have a population of parents, who produce a new population of children that form the next generation. Some form
of selection will take place and success in this selection process will enable members of the population to participate in the creation of the next generation (non-selection means obscurity for eternity!)

How might we now move this towards our evolvable hardware system? Consider Figure 1.2. Our population is now a set of electronic systems attempting to solve the same problem. If we assume that we can transform the problem solution into a measurable number—called “fitness” in Figure 1.2—we can use this number to help us with the selection stage of our cycle. Again, those selected will be involved in forming the next generation of possible solutions to the problem. DNA from Figure 1.1 has now been transformed into a binary string (it does not have to be a binary string, but at this early stage in our discussions this is a good example). This binary string is used to “configure” our system. As illustrated in Figure 1.2, this cycle continues, maybe forever, or more typically until the fitness achieves its maximum value or until we get bored!

Figure 1.3 illustrates this process again. This time its representation is more closely aligned to electronic hardware. It also illustrates some of the basic ideas used in the field to introduce some randomness into the whole process: In this case crossover and mutation (again much more will be said about these in Chapter 2).

These are the basics of evolvable hardware. Of course, there are many details we have not mentioned here, but these will be covered in later chapters. This quick overview is intended to just cover the underlying ideas behind the subject.

What are the characteristics that one might expect to find in an evolvable hardware system? It is difficult to generalize because the answer depends on a