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Preface

This book advances the idea that standard principles of good engineering, which have been honed through meticulous application, examination, revision, and refinement, should be practiced in creating trustworthy software. It provides the student/practitioner with structured experiences that teach the critical engineering skills needed to build reliable software products. Good practices are illustrated with case studies and elicited through practical projects that apply stresses common in the business world after which student responses and their logical consequences are examined. Quantitative analysis is applied to software engineering principles. The course based on this book is managed in a style modeled on industrial software development.

Lawrence Bernstein teaches in the Computer Science Department at Stevens Institute of Technology in Hoboken, NJ. For more than 30 years, until his retirement in 1996, he was a leading software executive and software project manager at Bell Laboratories. He has more than 40 years of experience in developing, managing, and teaching software. He saw that developers too often do not want to think about the downstream consequences of what they do. To the extent that we can teach a code of ethics, we can raise the quality of practice and reduce risks. This book confronts both new and experienced developers with the need for critical thinking during software development and for making those engineering tradeoffs that will make systems safe, secure, and reliable.

I HEAR AND I FORGET; I SEE AND I REMEMBER; I DO AND I UNDERSTAND (CONFUCIUS)

The aim is to give the student/practitioner the intellectual and teamwork skills needed to make practical engineering tradeoffs during product realization.
Too often, novice computer scientists jump into software development ignorant of proven tools, processes, and theory. Passing mention in a distant course lecture hardly suffices to impress how critical to project success are such practical tradeoffs. They learn from harsh on-the-job experience just how important it is to plan, measure, and assess each stage of development. This book captures these experiences and describes them in the context of real-life examples. Rather than preaching how important software engineering is and dwelling on the “Best Current Practices,” the emphasis is instead on problem analysis, fitting the software engineering structure to the problem, and producing products that are on schedule, within budget, and satisfactory to the customer. The concepts of simplification, trustworthiness, risk assessment, and architecture are stressed.

Software engineering, as opposed to hacking, is a key feature of this text. Software engineering is the ability to make judgments based on measurements to structure and monitor the development of a software product. Engineering implies that limitations face the developer. In software, the issue of balancing feature content, schedule time, system performance, and cost face the project manager every day.

**PERSPECTIVE STUDY**

Two Stevens Institute of Technology professors examined the effects of the course described in this book. They conducted a perspective study of 150 students who took the course over a period of 3 years. Before beginning the course, naïve students were questioned concerning the use of software engineering methods and the acceptance of constraints. Approximately 60% voiced acceptance, which might have been colored by lack of experience and malleability, but 40% vigorously opposed the constraints of the process, perhaps dazzled by the glories of hacking. By the completion of the two-semester course, most students were competent to function in design teams of eight to ten people and to consistently apply the rigorous standards of engineering to software. Of those students initially opposed, only 10% remained opposed and opted to work in fields requiring small projects that would suit their solitary natures. A significant measure of the teaching technique’s success was the ability of the students to find jobs in large companies during difficult economic times because of successful interviews. The students had mature answers to situations posed by interviewers and reported that the course gave them a differential advantage.

**PREREQUISITES**

The idea of project-based development drives the course. Assignments are structured so that fundamental software engineering practices are provided
exactly when the need arises. The student begins to appreciate the need to go beyond the boundary of the small one-, two-, or three-person assignments that were used to teach programming. This book expects the reader to know programming and expands that perspective to include the real-world problems facing projects requiring 10 to 25 people a year. Larger projects exist, but they are not emphasized in this text.

It is important that software project teams consist of eight to ten students working together for one, one and a half, or two semesters. Some students and faculty object to this large size and long duration, but smaller projects do not help students learn to deal with the problems of communication, priority setting, risk assessment, and dealing with different personalities. On smaller projects, students tend to self-select people who are like themselves and thereby avoid conflicts.

**METHOD**

Students attempt a short initial project to experience the real-world environment. Then they work on a second project, longer in duration, that produces a useful software product employing the best current software practices. The practices show how the problems faced on the first project can be handled in a systematic way.

Many computer science, information technology, computer engineering, and software engineering courses require students to build a software product, but building a system out of individual little products is brushed by theoretical steps only, with little emphasis on how to manage the product realization process. The complexity of project interactions is not emphasized. In this course, it is actively experienced.

Regrettably, students often are taught how to use tools but not how to make critical judgments about the appropriateness of when and where to use them. There are many software engineering tools. Projects can fail by running after the latest fad and therefore having no stability in their development environment. At the other extreme, projects become obsolete or too expensive when new tools are fearfully shunned. How a software engineer decides whether to adopt a tool is an important part of a software engineering education. UNIX and Linux operating systems, the C, C++, and JAVA languages, software tools that find memory leaks, fault tolerance, stress testing, regression testing, configuration management, change control, informal project meetings, prototyping, visual programming, and the Spiral Model constitute a brief litany of some that are successes. This book explains these and other tools and then provides the criteria for deciding whether to use them. Students are then competent to solve the inevitable problems they face developing a software product.

Supplemental materials are used in this course such as videotapes and current news summaries. These materials can be accessed through the publisher’s website associated with this book.
AUDIENCE

Software professionals will refer to this book as a guide during their real-life projects. Experienced project managers share the common experience of failure but do not often have the luxury of examining the causes that are common to failures. The novice does not yet have this experience. This book follows a logical path of increasing software engineering appreciation by the developer in contrast to the common style of following a prescribed theoretical software development process. It is not a complete compendium of all development theories, but it serves as the foundation to the entire quantitative software engineering series.

The emphasis of this book is on quantitative software engineering decision making. It is geared toward the student who wants to know the “why” as well as the “how.” Successful completion of the course described in this book makes a software engineer valuable to a company both as a team member and as a manager of outsourced developments.

Overall, it is shocking how few of the available tools or software engineering practices are actually used in software project development. With marketing people currently in ascendance and controlling development budgets, there is no comprehension of the need to invest in tools and skills development. Software professionals under marketing pressures have neither the resources to grow nor to argue their cases effectively. Hope lies in the freshly educated engineers emerging from colleges and universities who are fluent in mathematics and programming and convinced by their own experience of the utility of new methods and tools. The systematic adoption of software engineering practices in industry requires that an appreciation of its importance be conveyed to computer science students.

THE SOFTWARE CRISIS

In the fall of 1968, NATO convened a meeting to confront a crisis that did not make the headlines—“the software crisis.” Experts from a dozen countries, representing industrial laboratories as well as universities, met in Garmisch, Germany, to grapple with two basic questions that are still with us: Why is it so hard to produce functionally correct and reliable software that meets both users’ needs and performance requirements and still comes in on time and within a projected budget? Where should software producers be looking for solutions? The answers revolved around “software engineering,” a term coined by the organizers of the Garmisch conference—somewhat controversial at the time, and wholly inspirational—to focus on a missing discipline with the potential to resolve the crisis. Software production should be “industrialized.” Systems should be built from reusable components. Development processes should be more systematic and predictable. The people who design, produce, and maintain software should be better equipped to do what engineers do: Make things that work to meet someone else’s needs.
There have been significant advances. Programmers are better now, most code is written in high-level languages, better tools exist, development is done online, better design models exist, and standards have been established in some key areas. Several recently developed or recently successful innovations include object-oriented programming, client/server and thin client applications, application programming interfaces, graphical user interfaces and development tools, prototyping, and source-level debugging. Components exist and are widely used, which belies the common wisdom that software components are rare. The C libraries with all their richness of fundamental or atomic functions provide 20% reuse in most industrial strength UNIX-based applications. Software that makes a library of graphical elements, or a text-processing tool, available to multiple applications, with a major reservation, is also in wide use. IBM and others are using software libraries providing generic fault avoidance and recovery.

The industry has been much less successful in creating larger reusable components or “bricks” than in reusing some kinds of “mortar” to hold programs together—such as UNIX pipes and filters or object-oriented programming techniques. There have been significant advances in software process—in areas such as incremental development, inspection, change control, and testing—and in software tools such as test drivers, profilers, and configuration management. These process advances have helped software producers gain ground on the elusive goal: timely, cost-effective development of reliable, user-friendly software. Yet as far as software research and development have come since 1968, there is still a long way to go, in part because progress in the field tends to have an amplified effect on rising expectations. The central problems discussed in Garmisch persist. Software design and production still do not resemble engineered industrial processes. Maybe they never will. Reuse is still an issue, more promise than practice. Complexity has been compounded by networking and distributed applications.

Like the problems, some of the most promising ideas and techniques have been around for a while. The idea of cleanly separating design intent from the method of implementation is a powerful one with a lot of mileage left in it. Modularity based on the Parnas concept of information hiding has been a key to progress in software and will continue to be applied broadly and on many levels. The idea of layered architectures—with software on one layer connecting to software on another—is a proven aid to interoperability in network systems and is working its way through all sorts of applications. Browsers are a familiar kind of layer that users see; platforms and middleware are typical uses of layered software behind the scenes. Domain engineering embodies key insights for large-scale software reuse: Think in terms of families of software components within a domain, and determine what common elements can be reused in several generations; develop reusable components and establish a process for using them to build new applications—new product line members—rapidly, efficiently, and with confidence in their reliability and performance. Experiences with domain engineering indicate that it could help software producers realize the promise of reuse.
All approaches to problems in software continue to benefit from program notation and formal methods, remedies that come from software’s mathematical roots. Programming languages have long provided precise notations for specifying computations. There is movement toward the use of specifications to capture inter-relationships as well, which makes it easier to reason about the behavior of complex software such as distributed systems.

Complementary work emphasizes the human side of software engineering. An early insight repeatedly confirmed by experience is that development problems have as much to do with people as with technology. In programming languages, a trend exists toward more intuitive notations. Discovery tools such as data visualization can make it easier for members of a development team to get their heads around millions of lines of code. Another prime example of the human focus is the patterns discipline (sometimes called the patterns “movement” to distinguish it as an idea taking hold in a community). Developers are recording design insights and experience in “patterns”—more a literary form than a kind of documentation—each pattern capturing “a solution to a problem in a context.” Collections of patterns that work together are said to form a “pattern language.” The patterns discipline assumes that most knowledge needed to build and maintain a reliable system already resides in the development community. But people tend to move around, taking expertise with them, and projects can go on for a long time. Many developers must work with code that has been around longer than they have. That fact produces questions: What was the software architect’s original intent? What lessons did the developers learn? How can I get inside the experts’ minds?

It will be important to experiment with various software tools and practices to see how much better the technical solutions fare in concert with approaches that focus on the people who build the software systems.

WHO CAN PROFIT FROM THIS BOOK

This book presents the basic skills needed to apply these software technologies to the realization of software products on time, within budget, and with known quality. It is especially useful for those who must produce trustworthy software systems. It is geared toward several kinds of readers:

• The formally educated computer professional who aspires to a managerial career and wants comprehensive hands-on knowledge in the skills needed to identify customer requirements, develop software designs, manage a software development team, and evaluate the resulting software product relative to customer specifications.

• The formally educated computer professional who wants to remain an individual contributor, yet wants a solid foundation in the practical application of computer science technology to the realization of software products.
• The computer professional whose educational background is not in computer science or computer engineering, but who has learned software skills on the job and who now wants to begin to understand software engineering.

• The systems engineer and software project manager who wants to understand software engineering technology.

• The venture capitalist who wants to assess the likelihood of a software company’s success.

• The CEO who finds software fundamental to the company’s products and services.

The book may be used for a one- or two-semester undergraduate course in software engineering. The one-semester course should meet 3 hours/week for 14 weeks with weekly project meetings outside of class. Class meetings are for project presentations, presentation of case histories and technologies, and discussions. Each project presents a requirements review, an architecture and design review, a code and test review, and a final product demonstration. Weekly progress reports are suggested. Monthly updates to the development plans are helpful. If the instructor wishes to have the project meetings during scheduled class time and to provide time for a larger, more realistic and richer project experience, then a two-semester sequence such as that used at Stevens is recommended. Intensive 6-day professional short courses can be tailored to specific needs.

THE ISSUE OF TRUSTWORTHINESS

Software trustworthiness, which refers to the attributes of reliability, security, and safety, is the next major area in which academia and industry must focus. Software trustworthiness is critical for medical devices, plant control systems, and weapon systems; for management of sensitive records; for critical infrastructure; for new accounting requirements; and for dependable cybersecurity. As practitioners of such a pervasive part of so many lives, we have a serious ethical responsibility. This course will help make you ready to assume your responsibility for trustworthiness in our young profession. Additional information is available on the publisher’s website at ftp://ftp.wiley.com/public/sci_tech_med/trustworthy_systems.
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Stevens Institute of Technology  
Hoboken, New Jersey
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Acknowledgment

There is an Italian saying, “All roads lead to Rome.” In writing this textbook, we became acutely aware that for much of the innovation in our field, all mental roads lead to Barry Boehm. We are grateful for his inspiration, his advice, and his friendship.
Part 1

Getting Started