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Portal development projects have become the centerpiece of IT acquisition and development strategy for many organizations. Enterprise integration and Web application developers predictably groan when they hear the word “portal” — nightmares of proprietary APIs, oversold features, and shoddy tool integrations. The authors of this book have been involved in over a dozen production portal efforts over the last several years. In that time, we have dealt with numerous products and frameworks, including some in-house frameworks based on servlets and JSPs. Through all of this, we began to wonder whether these commercial suites were really providing any value. We started to realize that we could put together a framework from open-source products.

We would like to point out that our portal framework is not meant to be an all-or-nothing solution. We present a number of tools that you may use to satisfy your enterprise portal needs, and we demonstrate how to use them, but because portal efforts are largely integration efforts, it would be folly to presume that anyone will drop all of their current systems and pick up our framework.

This book explains a set of tools at the foundation of an open-source portal framework, and demonstrates how to build your own portal using open-source tools. However, before describing the structure of the book, it makes sense to cover some fundamental concepts addressed therein.

**What Is a Portal?**

“A portal is your enterprise.”

“A portal is a single synergistic access to all your enterprise information, and only the appropriate information.”
"A portal is a unique IT strategy that allows me to answer the classic “build versus buy” question — yes!"

"A portal is one of those holes in the side of a ship, like they had on the Love Boat!"

All of these are commonly used as definitions of a portal. Obviously, the first two come from people who wish to sell you on your need for a portal. The third is clearly from a CIO who has funded a portal acquisition, and the last is a popular joke (though wrong because, as all Love Boat fanatics know, a *portal-hole* is what is in the side of a ship).

The Java community decided to come up with a least common denominator agreement on what a portal is by standardizing on a Portlet API. This standard is known as JSR 168: “Portlet Specification.” This book views JSR 168 as the bottom line on portals, but understands the youth of this standard and that the disparities among current portal implementations requires considering portals in a more pragmatic sense.

JSR 168 defines a portal as follows:

> A portal is a Web-based application that commonly provides personalization, single sign-on, and content aggregation from different sources, and it hosts the presentation layer of information systems. Aggregation is the action of integrating content from different sources within a Web page. A portal may have sophisticated personalization features to provide customized content to users. Portal pages may have different sets of portlets creating content for different users. [JSR168]

Portals are becoming the new foundation of the Web application platform. The proliferation of Web applications has required software to tie these disparate Web applications together into aggregated applications.

Portals are Web-enabled applications that integrate and deliver information. Figure 1 illustrates an overview of an enterprise portal.

**Features of a Portal**

The following table provides a list of features commonly found in portal products. It should be noted that the fractious portal market has provided a wide spread of features in each product. In fact, JSR 168, like all standards developed by industry committees, only establishes the minimal required set of portal features.
Figure 1
<table>
<thead>
<tr>
<th>Feature</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Aggregation of content</td>
<td>The capability to tie different content fragments into one consistent and interoperating view.</td>
</tr>
<tr>
<td>Customized views</td>
<td>Customization commonly refers to having different views based on the role of the person in the organization. For example, HR personnel would have one view, while Finance personnel would have a different one — each customized for their specific job needs.</td>
</tr>
<tr>
<td>Personalized content</td>
<td>Personalization takes customization one step further and provides the capability for individual users to customize their view to suit their individual needs. For example, Joe may work in HR, but be specifically responsible for hiring Java developers, so he would want to personalize his view for that task, and perhaps link to content in the Java domain, such as Apache.</td>
</tr>
<tr>
<td>Unified security model</td>
<td>Users have an account for their time card application, their HR system, and so on. This provides not only single sign-on, but also an enterprise-wide security policy based on role.</td>
</tr>
<tr>
<td>Collaboration features</td>
<td>While some portals may provide sophisticated tools for chat, application sharing, common whiteboards, conferencing, and so on, collaboration is mainly about developing communities of interest, whereby people can share common expertise and insight on a particular set of data. For example, a finance user may want to comment on a particular division’s report, providing advice or asking questions regarding particular investment decisions.</td>
</tr>
<tr>
<td>Localization</td>
<td>Localization involves customizing content to the locale in which it is being presented. This could involve character sets, language, currency exchange, date format, and so on.</td>
</tr>
<tr>
<td>Internationalization</td>
<td>Internationalization support enables an application or portal to be developed in such a way that it can be easily localized. Depending on the design of the portal, this can be very hard or very easy.</td>
</tr>
<tr>
<td>Workflow</td>
<td>Workflow supports the user’s ability to seamlessly move through a set of tasks across multiple data sources and applications. For example, a user may need to pull data from three sources (catalog, inventory, and partner inventory), and update two others (shipping and invoicing) as part of completing a supply chain transaction.</td>
</tr>
<tr>
<td>Web services access</td>
<td>Web services have become the latest development in the trend toward interoperability. They provide a strong capability to both access partner systems (business to business) and be consumed by consumer applications (business to consumer). A portal should be able to both consume Web services and provide them.</td>
</tr>
<tr>
<td>Self-service</td>
<td>A recent trend in portals, particularly those for external consumption, has been toward users being able to provide self-service. The idea is that it should be easy for a user to provide and access sufficient information to conduct transactions with minimal or no support from other people.</td>
</tr>
</tbody>
</table>
As mentioned before, this table does not encompass all of the features to be found in any portal suite available on the market. Nor is this a minimal set of features expected in any portal. Instead, this list is meant to cut through the buzzwords and provide an understanding of the kind of features that a portal can provide to your enterprise.

## Components of a Portal Framework

In addition to having a set of conceptual features, a portal framework also contains a set of commonly found components. Again, this list is neither comprehensive nor limiting, but it provides a solid overview of the kind of components that are available in many portals. The following table describes these common enterprise components:

<table>
<thead>
<tr>
<th>Enterprise Component</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Content management</td>
<td>Content management suites vary greatly in what they do in terms of access control, content markup, presentation, revisioning, and so on. However, most portals maintain some capability to publish and maintain their content.</td>
</tr>
<tr>
<td>Syndication access</td>
<td>A newswire provides a good analogy for a syndication feed. Essentially, Web sites produce and update lists of new content. Portals render that content and regularly check for updates from the syndication feed. There are several feed standards, including OCS, RSS 0.9, RSS 1.0, RSS 2.0, and so on. These are usually cached locally on the server for all clients with an interest in that given feed.</td>
</tr>
<tr>
<td>Mail</td>
<td>Mail support varies greatly in portals. Almost all provide some support, even if it’s only as simple as mailing back user name and password information. More sophisticated implementations enable a Web-based mail client or even e-mail subscriptions to particular content.</td>
</tr>
<tr>
<td>Search Engine</td>
<td>While portals go a long way in providing a road map to the information users need to find, users will still need the capability to search through the content sources for things that are too fine-grained for the road map. Portals often exhibit wide disparities in their search engine capabilities, with some having a search tool built into the portal, while others simply support plugging in another tool. This can lead to confusion on the part of developers about which search engine capabilities are actually part of the software they acquired, and which need to be acquired.</td>
</tr>
</tbody>
</table>
Enterprise Component | Description
--- | ---
Database Access | Most portals provide a “database browser” portal, which wraps SQL calls into a browsing interface. Others also come with sophisticated object-to-relational mapping suites that can be used to tie databases seamlessly into the portal framework.
Collaboration tools | Threaded, searchable discussion forums are the most common collaboration tools that come with a portal. However, many also include live chat rooms, whiteboard tools, and so on.

This table gives you an appreciation for some of the components commonly found in portal suites. However, we should probably provide you with a formal description of a portlet.

**What Is a Portlet?**

“Portlets are little windows into your enterprise.”

“Portlets are those boxes you see on a Web page.”

“Isn’t that what they call those portable restrooms you see at construction sites?”

In fact, portlets are reusable user interface Web components that provide a view of an information system. These components provide a markup fragment, as they are called by JSR 168, which enables them to be aggregated into larger portal pages. This definition, as well as the definition of portal containers and their relationships to servlets and JSP, is covered in detail in Chapter 1.

**A Brief History of Enterprise Portals**

In the beginning, there were research papers, and those research papers were good. They were expense to print and share, however, so they were shared electronically over the network now called the Internet. The number of users on this network was relatively small, and the places where papers could be found were rather well known, as the users were generally sophisticated.

Tools such as Mosaic and Netscape Navigator were developed to make it even easier for less sophisticated users to browse information online. As the ease of use and publication increased, so did the amount of data. Soon, the Internet was open to commercial ventures, and data of all types (regrettably, in some cases) was soon being shared across this information superhighway.

**The User Perspective**

It quickly became important to find a way for users to easily find what they were looking for in this storm of information available on the Internet. This imperative resulted in the first generation of search engines. Search engines did make it easier to quickly find resources and services on the Internet, but it was still hard to ensure that you got the correct and best data available on a given topic. Effective Web research was still at the mercy of the sophistication of the users.
What if someone who knew the Internet pretty well could put together a road map? Someone did, and called it Yahoo!. It provides a category list through which users can drill down to the information and Web sites that they need. If you want something such as Atlanta Braves statistics, for example, you can find them under a treelike mapping whose topics range from broad to narrow: Directory > Recreation > Sports > Baseball > Major League Baseball (MLB) > Teams > Atlanta Braves. Ultimately, it would provide you with the relevant pages—in this case, links to a number of sports Web sites that maintain an Atlanta Braves page. In addition, you would find a link to sites that enable you to buy tickets at Turner Field. You could have guessed that such sites existed, and you probably could find them eventually, but the search engine enables you to quickly access all of the relevant information (in theory) on the Atlanta Braves. (This shows the ability of a human to have a better understanding of what you are actually seeking than a machine, which gathers its information from a few words and a number of sophisticated algorithms.)

Now, you can bookmark this page and return to it at any time (using the same computer) to find your information on the Atlanta Braves. But what if you want to check the score from last night’s game, and get any news from the Braves’ clubhouse? Even if you could get that information, you would still want it delivered without asking for it, and many sports sites do have individualized pages for every team in major sports. This is known as customization—providing customized content for particular users based on their interest (Braves fan). Moreover, you can get customized information about all of your interests, saving you a tremendous amount of time.

This desire for speed and customization is what fed the development of My Yahoo! It is a portal that enables you to personalize your view with a certain look and feel, with content defined by you—your sports teams, your stocks, your news, and your links. This was clearly a breakthrough in that you could actually cater the Web to your interests, at least as a starting point.

The Business Perspective

It quickly became apparent to businesses that there was real value in getting information to customers, partners, and employees easily and efficiently. The easier the communication became, the quicker the money changed hands. In addition, informational portals began to appear for advertising and subscription purposes. An example of this was ESPN, which provided great sports information. By becoming the preferred place to receive sports information on the Internet, it was able to sell premium content and advertising.

Aside from a being a new media channel, organizations began to recognize an internal value to Web-enabling their applications, databases, and so on. They realized that as their employees became more proficient with the Web browser, training costs for using many of their applications could be decreased, as the company apps would behave similarly to the commercial apps (for example, ordering a book from Amazon). Furthermore, they realized the lower maintenance costs of having one application on the desktop (the Web browser which was standard with the operating system—no statement about the Microsoft lawsuit is implied here) and centrally managing the rest of the application on the server side. This enabled patches, upgrades, and so on to be installed on one machine and affect all of the users. In addition, the test environment of that one machine was much easier to control (because it was easier to match the configuration for only one machine than for one machine per person in your organization). This reduces the number of configuration incompatibilities, and conflicts dramatically wane.

Figure 2 illustrates how organizational applications interacted prior to Web-enabling them.
The interdependencies between applications and the subsequent impact of these interdependencies on the organization were quite real, complex, and problematic. However, Figure 3 illustrates what things looked like after Web-enabling the applications.

As you can see, Web-enabling the applications cleared up the spaghetti dependency diagram, and the similarities to the portal diagram in Figure 1 are unavoidable.

However, while this appears to be a single, consolidated unit, that is only the illusion of the hardware and network connections. Typically, the integration followed a popular technique at the time — integration by user. Essentially, the user had a front page with links to each of the applications, which the user had to access to find or process a particular piece of information. If users were lucky, they could log in to
each of them with the same user name and password, but there was still no concept of a single sign-on, or a consistent security model. Furthermore, users were treated as if they were all the same. The data they required and the applications they could access were uniform across the enterprise.

This deficiency led to the development of the enterprise portal, which sought to bring the same concepts to an individual enterprise. Connecting all the apps into one consistent network—available to all of the users based on their role—obviated the need for repetitive data-hunting, and for cutting and pasting information into other applications until that process yielded the appropriate results.

The Technology Perspective

As soon as you identify a need, you will find a software company willing to oversell their product as the solution to that need, including a bunch of needs that you didn’t know you had. When the first enterprise portal products came out, they had entirely proprietary APIs, and an interesting mix of feature sets. For example, some had personalization features, others strong content management, while others excelled at enabling workflow. Many had good enterprise application integration features. Eventually, though, they all ended up providing a core feature set.

Along the way, J2EE began its meteoric rise through the server-side world. It provided strong enterprise application development and integration features. It also had a substantial impact on Web development activities with the servlet and JSP specifications.

Quickly, though, the portal capabilities became technical discriminators, and provided nonstandard extensions to J2EE. These extensions ranged from very close approximations of the standard components, with limited wrappers, to full-blown rewrites of presentation logic code. Some of these extensions even claimed to be predecessors to standard APIs—despite having been released after the standard was widely adopted.

The problem was that the portal implementations were starting to fracture the J2EE application base, which would defeat the driver behind its success—the portability of enterprise applications. IBM recognized the problem and proposed JSR 162, but Sun disagreed with their approach and proposed JSR 167. Ultimately, Sun and IBM agreed to combine their two proposals into JSR 168. JSR 168 evolved slowly as a result of the need to resolve these differences, as well as to compensate for the emerging OASIS standard on Web Services for Remote Portals (WSRP).

Web Services for Remote Portals (WSRP) is an OASIS standard that views the portal and Web service interaction from a completely different angle. It conceptualizes what are known as forward-facing Web services, which are Web services that are data-centric and provide a specification for how to render that data. These Web services would like a contract to which they can adhere and know how they will be presented to users. This is discussed further in Chapter 10.

Challenges in Building Portals

Unfortunately, many portal development efforts have been highly fragmented, which has resulted in applications that are difficult to navigate and frustrate users. In fact, the authors of this book first worked together to save a project locked in a textbook example of this phenomenon. Many of these
problems occurred because of poor design and improper development strategies that involved the application of proprietary solutions that were difficult to deploy and maintain.

Additionally, improperly designed portal projects have forced organizations to absorb development costs that were disproportionate to the value added. Many of these efforts have resulted in the dilution of a corporation’s image and have decreased customer loyalty.

The fact that so many portal failures have occurred should come as no surprise to those who have been involved in portal development programs. Portal application developments are arduous. They require the successful amalgamation of many different technologies and applications that must satisfy a disparate end-user community.

Are Portals Here to Stay?

IDC estimates the market for enterprise portal platforms will reach more than 2.6 billion dollars by 2006. Despite the overall depression in tech spending, Gartner estimates that portal software spending grew 59 percent to $709 million dollars in 2001. Delphi Group estimates that the Portal Market in 2003 will reach $957 million worldwide, and reach $1.14 billion in 2004. Nearly all Web development efforts are being geared toward integration Web portals. This means that a large portion of Java Web developers will be using portal software. Much like JBoss and Tomcat provide open-source options for those who develop Java Web applications, the current portal options have been limited, requiring individual experience in a wide variety of open-source projects.

The money flow clearly indicates that IT investments will continue in portal software. Therefore, developers need to be well versed in this area — not only to provide organizations with the capability to save significant amounts of money by leveraging open-source products, but to keep their own career options open.

What Is Wrong with Web Applications?

There is nothing wrong with conventional Web applications. As a matter of fact, portals are primarily based on them. For a lot of cases, all that needs to be developed is a Web application; done properly, it can easily merge into a portal environment later.

Where developers can run afoul is by ignoring the new portal standards available and writing their own aggregation mechanisms. If, as a developer, you build your own nonstandard portal implementation, you prevent the portability of your application.

However, note that the solution needed is often a simple Web application, which has no requirements for a portal. Suppose, for example, you need a new billing application. You should not assume you need a portal and that, within that portal, you will find the solution to making your application. Instead, you can build the application as necessary, realizing that doing integration-friendly things is good software practice, just as it is good practice to build what customers need, not what you want to give them.

We believe that the concept of the portal as a desktop replacement is still a bit far-fetched and unrealistic, because a Web browser is only *one* of the tools most people use on a daily basis. While centrally managing