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Foreword

We are very pleased to welcome you to the 16th edition of the international DSM Conference.

The theme of this 2014 edition is “Risk and Change Management in Complex Systems”. It is justified by the ever-growing complexity of our systems, involving the difficulty to anticipate potential indirect consequences of events, whether desired or not. Accordingly, this implies improvement of the methods and tools supporting the design and management of such systems.

Dependency and Structure Modeling (DSM) techniques focus on system elements and their interdependencies related to product, process and organization domains. They contribute to support mastering the amount of information required to better understand, model, and analyze, then make improved decisions to design and manage complex systems.

The International DSM Conference is the annual forum for practitioners, researchers and developers to exchange experiences, discuss new concepts and showcase results and tools. Hosted by Ecole Centrale Paris and organized in collaboration with Technische Universität München, the 16th edition of DSM Conference takes place in Chatenay-Malabry, France, during 2 to 4 July 2014.

Preceding this year’s DSM Conference on July 2, will be a DSM Industry Special Interest Group (DSMiSIG) Industry Day workshop. Industry participants will contribute to the gathering of views and evidence of the risks in current product operations, from lack of advanced systems integration methods.

Regular attendees of the DSM Conference series will have noticed that a significant change has been introduced for this edition. The size of the paper is now 10 pages at most, without slides. This allocation expansion has allowed authors to put more details about their ideas, approaches and results. This was supported by the peer-reviews of at least two members of the Scientific Committee.

This volume contains 37 peer-reviewed papers, that describe the recent advances and emerging challenges in DSM research and applications. They advance the DSM concepts and practice in 7 areas:

1. DSM Methods and Complexity Management
2. System Architecture and Product Modularity
3. DSM in Decision-Making
4. Clustering and Optimization
5. Dependencies between tasks and processes
6. Process Management in Complex Projects
7. Managing Multiple Domains in Complex Projects

These Proceedings represent a broad overview of the state-of-the-art on the development and application of DSM. There are a significant number of papers with industry authors or co-authors, reflecting this balance and synergy between conceptual development and real-life industrial application, which are in the genes of the DSM Conference series.
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Applying the Lessons of Matrix Representation to Box Diagrams

Mark Grice, Nick Kimball, Neeraj Sangal

Lattix, Inc.

Abstract: A matrix representation is dense, abstract and lends itself well for analysis. However, it requires training and familiarity with the notation. A box diagram, on the other hand, is easier to understand but does not scale well. In this paper, we present techniques learned from the matrix representation and apply them to box diagrams. We also found that a combination of a matrix and box representation was often quite effective. The focus of this paper is architectural representation, in particular the architectural representation of software systems. Our box diagrams were customized for this purpose. However, these techniques may be useful for other kinds of systems as well.

Keywords: DSM, CA, Box Diagram, Layering, Independent Subsystems, Partitioning

1 Introduction

A Dependency Structure Matrix (DSM) representation is a neutral and highly scalable representation for showing relationships between various elements of a system. This makes it quite useful for situations that involve multiple domains and a combination of technologies. For instance, it is easy to create a multi-domain matrix (MDM) that is comprised of processes, the organizations involved, and the systems used (Waldman and Sangal, 2009). However, using a DSM requires training and skill. In addition, domain specific visualizations often lend themselves to a natural way of picturing things. For instance, a variety of diagrams exist for an intuitive representation of interacting processes (Giaglis, 2001).

While the use of DSMs for visualizing and managing software systems is relatively new (Sangal et al, 2005), box-and-arrow diagrams have long been used for visualizing software systems (Müller et al., 1994). These diagrams are intuitive, with boxes representing the entities and lines representing the relationships between the entities. However, as the number of boxes and lines increase they can become cluttered making them hard to use. We found that many techniques from the matrix representation can be carried over into box-and-arrow diagrams to make them easier to understand. In particular, we adapted the box-and-arrow diagrams for representing layers, independent components and most importantly for identifying problematic dependencies. We call this type of box-and-arrow diagram a Conceptual Architecture (CA) diagram. While the ideas presented here have been tried for software systems, we believe that many of these ideas may be suitable for non-software systems as well.

DSMs have been used in a variety of domains (Eppinger et al, 2012). The effectiveness of visual representation is often dependent on the domain of underlying systems. For instance, layering is a common pattern used in software design (Clements et al, 2003). The explicit use of interfaces is also common in software systems. Physical systems, on
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the other hand, are often represented using bidirectional dependencies between components (Browning, 2001). As a result, some aspects of the CA diagrams such as layering are likely to be better at representing software systems. While this paper does not delve into architectural erosion, CA diagrams could also be useful in depicting architectural erosion.

2 Mapping between DSM and CA Diagram

For representing architectures, we configured our tool for the following conventions:

- Dependencies of a subsystem are read down a column
- Ordering is from bottom to top

This corresponds to how we often think of the architecture of software systems – entities at the top utilize the entities at the bottom. For instance, an application sits on a framework which uses a library of utilities. Furthermore, this convention will often identify the problematic dependencies above the diagonal in a matrix representation.

![Partitioned DSM](image)

**Figure 1:** Partitioned DSM

Figure 1 shows a partitioned DSM. The algorithm that was applied is called a “Component Partitioner.” The highlighted boxes show the layers, the boxes with dependencies above the diagonal show the coupling, and the box without any dependencies shows independent subsystems within that layer.
The same algorithm applied to a CA diagram results in a container divided into three areas each separated by a layer (dashed) line. The coupled subsystems are identified because they have dependency arrows going both to the right and to the left. Notice that the dependencies above the diagonal in Figure 1 are the ones going left in Figure 2 and are colored red. The independent subsystems are identified by a lack of dependency lines between the subsystems.

In our implementation, we left out the dependency strengths on the lines. This was done to avoid clutter. Instead, whenever a subsystem is selected, the lines to and from the selected box are highlighted along with their strength.
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3 Basic Architectural Visualizations

3.1 Layering

Layering is one of the most common patterns in software architecture. Layering implies that the system is decomposed into an ordered set of components with dependencies between those components going downwards.

In this particular case, every layer depends on every other layer underneath.

Notice the placement of the dependency lines. The lines originating from a box in a higher layer are placed to the left of the lines originating from a box in a lower layer. Furthermore, the lines originating from a box are ordered so that the one which goes to
the higher layer is to the left of the lines going to a lower layer. This mimics the location of the DSM cell and makes it easier to see that every layer depends on every other layer underneath.

### 3.2 Independent Components

This is yet another common architectural pattern. The shared code is maintained in a common framework which in turn is used by a set of components which don’t have any dependencies on each other.

![Figure 6: DSM of a System with Independent Apps Using a Common Framework](image)

![Figure 7: CA of a System with Independent Apps Using a Common Framework](image)

The layering and the independence of the components is intuitively easy to see in the CA.

### 3.3 Change Propagator

The change propagator is a subsystem that has a large number of incoming and outgoing dependencies. Change propagators make systems brittle because they amplify the effect of small changes.
In a CA, a change propagator could be represented centrally to communicate its importance. However, as the number of propagators and dependencies increase, a CA can become cluttered and hard to read. We found that a combination of DSM and CA visualization worked well. The DSM was used for analysis and a CA was then used to convey the results of that analysis.

It should further be noted that we did not use color to distinguish between upward and downward dependencies in this diagram. Colors could be applied to certain lines after an analysis that deduces them as problematic dependencies.
3.4 Identifying Problematic Dependencies

Most real world software systems that have been around for some time show signs of architecture erosion. Layered systems have backward dependencies. Independent components end up with dependencies on each other that make it harder for teams to work independently. Identifying problematic dependencies is often a critical part of architectural analysis.

![Figure 10: DSM of an Imperfectly Layered System](image)

The dependencies above the diagonal are the problematic dependencies. The strength of the dependencies is typically smaller for problematic dependencies because they are against the intended design.

![Figure 11: DSM of an Imperfectly Layered System](image)

The problematic dependencies point upwards and are displayed in red. Again, we found that ordering dependencies like a DSM makes this diagram easier to peruse and understand.
4 Real World Example

ISOAgLib is an open source software library used in many devices with embedded software. It is a library that implements an ISO standard for electronic data communication in mobile machinery.

Figure 12: DSM for ISOAgLib
Notice how the layout of the boxes mimics how problematic dependencies show up above the “diagonal.” This diagram conveys the layered nature of the system while highlighting the dependencies that show architectural erosion.

**5 Conclusion**

Techniques from matrix-based visualization can be used to visualize the architecture of software systems using box diagrams. The key is to use the ordering of subsystems in the ordering of boxes and dependencies. Box diagrams provide flexibility in terms of sizing systems and in terms of their placement. As a result, it is possible to create intuitive diagrams that also highlight key architectural issues. While DSMs are useful in architectural discovery, CAs intuitively convey the overall design. Together, DSM and CA are a powerful combination for visualizing the architecture of software systems.
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Abstract: This paper explores the applicability of Structural Complexity Management (StCM) on organizational design and diagnosis. As basic structural model for efficient management of organizations the Viable System Model (VSM) is used. The VSM represents an alternative organization model based on Management Cybernetics (MC) theory that describes the structure of all viable systems. Companies operating in dynamic environments strive for viability, therefore incorporation of VSM into their structure is essential. However, VSM requires complex communication and control structures that are not so intuitive at first sight. A methodology that supports the identification and analysis of these structures is still missing, which is why the VSM has not gained wider popularity. This paper addresses a methodology based on StCM that can prove to be beneficial for this purpose. The methodology is applied to an industry case study, where first improvement suggestions based on the newly derived insights are shown.
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1 Introduction

The hierarchical organization structure that is still dominating the organization charts of most companies shows its limitations in contemporary society. More than ever before, the companies are required to adapt fast to new environmental circumstances and this adaptability and evolution is not supported by hierarchical management structures. The hierarchical form of command and control is unnatural to complex evolutionary systems (Espinosa et al., 2007). Viable System Model (VSM) (Beer (1972, 1979, 1985)) is the alternative that managers should turn to for a new way of interpreting their organization, for this model allows cybernetic perspective and specifies how the structure of an organization should look like in order to survive in its environment – adapt and evolve in the turbulent environments. The VSM is a functional model that specifies functions (e.g. operating, controlling, adapting) and the relationships between those functions that all viable systems have in common. VSM is developed as a generic model in analogy to the human nervous system, consequently it can not only be applied to companies but all kinds of organizations, institutions, etc. (Leonard, 2009). Commonly, the VSM is used to diagnose existing or design new organizations by aligning the real-life organization with
the characteristics that all viable systems share. Although VSM was introduced forty years ago, its strength to address contemporary management challenges such as complexity, learning and adaptability has gained importance in recent years. As Gould (1999) states, “Probably the single most important thing about Beer’s work is that it anticipates much of the current fascination with chaos, complexity and the need for rapid strategic adjustments to environmental changes.”

Despite these advantages, VSM is still not widely spread among management practitioners. In the literature there are several successful attempts to apply VSM as basis for analyzing (read: diagnosing) the companies and public organizations. There are excellent recent publications on this topic and an active group of followers. Yet, the VSM has failed to enter the management research mainstream. People find the theory difficult to understand and do not succeed in the application of the model in practice (Anderton, 1989). While idea of having a generic model to analyze the viability of any kind of organization seems tempting, the actual application of the VSM in a particular management system can be cumbersome and prone to misinterpretations.

What would be required to make VSM applications more practical? The VSM lacks certain pragmatic tools and methods to take it from a rather theoretical model to an easy-to-apply framework. Major challenges of applying the VSM are linking the information flow to the organizational structure and the analysis and visualization of structural elements (Pfiffner, 2010). New methods and tools can help to overcome those challenges and promote the analysis of organizations with VSM knowledge. Several contributions set out to enhance the applicability of the VSM (Brocklesby and Cummings, 1996; Clemson, 1994; Espejo, 1989; Espejo et al., 1999; Schwaninger, 2009), yet all these contributions anchor their analysis on the same abstraction level as VSM model itself. This level of abstraction is quite intangible to practitioners, since they think and analyze at a much detailed level and always in a context related management systems. Structural analysis – examining the elements and their relationships in any kind of system – can offer the methods and tools needed to create structural transparency and depict relationships in such a detailed level. A Structural Complexity Management (StCM) approach that supports analysis and diagnosis of organisational structures based on VSM was recently introduced (Elezi et al., 2013). This approach focuses on modeling organizational structure, processes and communication in a pragmatic way and fosters the use of the VSM for handling organizational complexity issues. In this paper, we describe the preliminary results from implementation of this methodology in a variant management context.

The paper is structured as follows. The second section serves as a short reminder of the methodology described in (Elezi et al., 2013). Third section is about the (partial) application of the methodology in a real case study and discusses the results. Fourth section draws conclusions and proposes an outlook for further research.

2 Methodology

Structural Complexity Management (StCM) was introduced as a framework to manage and optimize system complexity (Lindemann et al., 2009). It combines matrix-based methodologies (i.e. DSM and DMM) to an approach based on the Multiple-Domain Matrix (Maurer and Lindemann, 2007). This approach enables modelling complex
systems that consist of multiple domains connected by various relationship types. The methodology has been applied several times so far and various adaptations have been developed, including waste reduction in product development (Elezi et al., 2011), mapping lean construction processes (Furtmeier et al., 2010) and creation of organizational modularity (Krinner et al., 2011), among others.

StCM is usually used in product design to make product structure, processes and other domains more transparent and identify structural constellations that are important for these domains. Multiple-Domain Matrix is also used in analysing and comparing organizational architectures and other domains with great success (Eppinger and Browning, 2012). In this paper, the StCM approach is used for making organizational structure transparent so the differences from VSM structure are identified and the control information flow is represented. Therefore, the following adapted methodology depicted in figure 1 is proposed.

Figure 1. Adapted structural complexity management methodology, adapted from (Lindemann et al., 2009)

STEP 1: The first step of the methodology is to define the scope of the project. First, participants should be clear on what is the subject of the analysis. Therefore, the VSM identity is identified. This is an essential step for setting the boundaries of the analyzed system (Pérez Ríos, 2010).

STEP 2: Available information on organization structure (e.g. employee roles, departments, hierarchy levels) is collected and processed in order to supply the underlying matrices of the MDM with data. The goal of this step is to obtain the direct relationships between employees, their departments and their VSM systems.

STEP 3: The objective of this step is to map the collected data to VSM sub-systems and to compare the actual communication channels with the ones characteristic in viable systems. The activity steps are grouped by the corresponding actors with the information collected in the activity-actor DMM. Additional responsibilities of actors originating from job descriptions that are not reflected in the activity steps are added to the grouping
as well. The responsibilities of each actor are then matched to the correlating VSM sub-systems that typically perform such responsibilities.

**STEP 4:** After building a VSM of the system-in-focus and comparing stationary communication channels in the previous stage, this step analyzes how information moves between activities. Input and output information of activities is examined, interdependent information is identified and activities connected to each other through information flow are calculated.

**STEP 5:** The last step of the methodology is to suggest the organizational improvements that should close the gap between the current state and the ideal organization structure that derives from VSM theory. Characteristic situations where an organization deviates from an ideal viable system are referred to as *pathologies* (Pérez Ríos, 2012).

As shown in previous section, one of the main barriers for application of VSM in practice is the analysis and visualization of structural elements and their relationships. The proposed methodology can tackle those challenges and provide a value-adding contribution to the diagnosis and design of organizations. It can be the pragmatic approach needed to take the VSM from a rather theoretical to a more practical approach.

### 3 Case Study

#### Case study background and setup

The company in focus is one of the largest manufacturer of household appliances in the world, with 45,000 employees in 50 countries and around 10 Bn€ revenue in 2011. Company’s product range is split up into divisions for cooking, refrigeration, dishwashers, laundry and small appliances. The focus of this case study lies on the refrigeration department (RD), which alone offers ca. 1000 variants of freezers, refrigerators and combined refrigerators. The process analyzed in this paper is the variant management of RD. The objective of this case study is to first by using the above-mentioned methodology extract the as-is functional structure of the variant management in RD. Further, the “as-is” functional structure is than compared with the “should-be” functional structure (derived from VSM model). A gap analysis with the “should-be” structure should identify organizational pathologies and issues with communication channels.

#### 3.1 Step 1 – Scope Definition

At the start of the case study, the organization structure of the company was unfolded into recursion levels. The company organization unit on recursion level 1 was first unfolded into commercial divisions to form recursion level 2. Then, these divisions were unfolded by a geographical recursion criterion into the various factory locations on recursion level 3. Finally, the factories were split up into assembly lines, each of which should again form a viable system on its own. The results of this complexity unfolding process are depicted in figure 2.
As the case study should focus on variant management for the RD division and these activities are mostly handled centrally by RD management, this division was selected to be the system-in-focus for the case study. From a cybernetic perspective, variant management can be interpreted as a large control loop. The controlled system is RD operations, which develops and produces refrigerators and freezers. The output of the system is measured in terms of revenue and profits. The controller (RD variant management) monitors this output and adjusts the product portfolio by introducing new variants, refreshing the variants, or discontinuing existing variants. Thus, the input of the system is modified and the control loop is closed.

In addition to determining the system-in-focus and clarifying its purpose, a multiple-domain matrix was defined as proposed in (Elezi et al., 2013). The incorporated domains were activities, actors and information.

### 3.2 Step - Information acquisition

The information on the four key activities received in the workshop and additional data from organization charts, job descriptions and process documentation was incorporated into the MDM defined in the first step. An activity-activity DSM and three DMMs that reflect the connections between activities, actors and information were created. A schematic overview of the MDM filled with acquired data (and DSMs calculated subsequently) is shown in figure 3. The MDM was subsequently validated with the variant management employees at RD.