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CHAPTER 1

Before We Begin

Design patterns help you learn from others’ successes instead of your own
failures.

—Mark Johnson

The world is changing.

As you are reading this, people all over the world are learning to program, mostly
poorly. There is a flood of “programmers” heading for the market, and there is nothing
you can do to stop them. As with all things, you will soon see that as the supply of
programmers increases, the cost of hiring programmers will decrease. Simply being able
to write a few lines of code or change something in a piece of software will (like the role
of spreadsheet or word-processing guru) become a basic skill.

If you plan on making a living as a programmer, this problem is made worse by the
Internet. You have to worry not only about programmers in your own area, but also those
from all over the world.

Do you know who does not worry about the millions of programmers produced by
the hundreds of code boot camps that seem to spring up like mushrooms?

The Masters

While everyone can write, there are still the Hemingways of the world. While everyone
can work Excel, there are still the financial modelers. And when everyone can code,
there will still be the Peter Norvigs of the world.

Programming is a tool. For a time, simply knowing how to use this tool made you
valuable. That time has come to an end. There is a new reality, the same one that a lot
of industries have had to face over the years. When a tool is new, no one wants to use it.
Then, some see the value, and it makes them twice as good as the ones who can’t use
the tool. Then, it becomes popular. Before you know it, everyone can use the Internet.

© Wessel Badenhorst 2017
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CHAPTER 1  BEFORE WE BEGIN

Suddenly, being able create a website becomes a lot less valuable. All the businesses
that were consulting, charging big bucks for the service, get marginalized. However, the
people who spent time mastering the tools are able to thrive no matter what happens in
the market. They can do this because they are able to outproduce the average person on
every level—quality of work, speed of development, and the beauty of the final result.

Right now, we see the popular uptake of that which is easy. The next step will be
automating what is easy. Easy tasks, in every area of life, are easy because they do not
require creativity and deep understanding, and as a result of these characteristics they
are the exact tasks that will be handed over to computers first.

The reason you picked up this book is because you want to become a better
programmer. You want to progress beyond the thousands of introductions to this and
that. You are ready to take the next step, to master the craft.

In the new world of programming, you want to be able to solve big, complex
problems. To do that, you need to be able to think on a higher level. Just like the chess
grand-masters, who can digest the game in larger chunks than mere masters, you too
need to develop the skill to solve problems in larger chunks. When you are able to look
at a brand-new problem and rapidly deconstruct it into high-level parts, parts you have
solved before, you become an exponential programmer.

When I began programming, I could not read the manual yet. There was a picture
of Space Invaders on the cover, and it promised to teach you how to program a game
yourself. It was a bit of a racket because the game ended up being a for loop and a single
if statement, not Space Invaders. But I was in love. Passion drove me to learn everything
I could about programming, which was not a lot. After mastering the basics, I stagnated,
even while attaining a BS in computer science (cum laud). I felt like what I was learning
was a simple rehashing of the basics. I did learn, but it felt slow and frustrating, like
everybody was waiting for something.

In the “real world,” it did not look a lot different. I came to realize that if I wanted to
become an exponential programmer, I had to do something different. At first, I thought
about getting a master’s degree or Ph.D., but in the end I decided to dig deeper on my own.

Ireread the old theory of computing books, and they gained new meaning and new
life. I started regularly taking part in coding challenges and studied more idiomatic
ways of writing code. Then, I began exploring programming languages and paradigms
foreign to my own. Before I knew it, I was completely transformed in my thinking about
programming. Problems that used to be hard became trivial, and some that seemed
impossible became merely challenging.
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I am still learning, still digging.

You can do it too. Start with this very book you are reading right now. In it you will
find a number of tools and mental models to help you think and code better. After you
have mastered this set of patterns, actively seek out and master different tools and
techniques. Play with different frameworks and languages and figure out what makes
them great. Once you can understand what makes someone love a different language
than the one you use regularly, you may find a couple of ideas in it that you can integrate
into your way of thinking. Study recipes and patterns wherever you find them and
translate them into an abstract solution that you can use over and over. Sometimes,
you can simply analyze a solution you already use: can you find a more elegant way to
implement the idea, or is the idea flawed in some way? Constantly ask yourself how you
can improve your tools, your skills, or yourself.

If you are ready to dig deep and master the art, you will find ideas in this book that
will guide you along the road to mastery. We are going to explore a set of fundamental
design patterns in a real-world context. While you are doing this, you will begin to
realize how these design patterns can be seen as building blocks you can use when you
encounter a specific type of problem in the future.

My hope is that you will use the design patterns in this book as a blueprint; that it will
help you kick-start your own collection of problem-solution chunks. After you have read
this book, you should be well on your way to reaching the next level in your journey as a
programmer. You should also see how this set of abstract tools can be translated into any
programming language you may encounter, and how you can use ideas and solutions
from other languages and incorporate them into your mental toolbox.

Becoming a Better Programmer

To become a better programmer, you need to decide to obsess about mastery. Every
day is a new opportunity to become better than the day before. Every line of code is an
opportunity to improve. How do you do that?

* When you must work on a piece of existing code, leave the code
better than you found it.

e Tryto complete a quick problem-solving challenge every day.

e Look for opportunities to work with people who are better
programmers than you are (open source projects are great for this).
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o Focus on deliberate practice.
o Practice systems thinking whenever you can find an excuse.
e Collect and analyze mental models.

e Master your tools and understand what they are good for and what
they should not be used for.

Deliberate Practice

Dr. Anders Erickson studied people who reached a level of performance we call mastery.
He found that these people had a couple of things in common. The first, as popularized
in Malcolm Gladwell’s book Outliers, was that these people all seemed to have spent a
significant amount of time working on the skill in question. The actual numbers vary, but
the time invested approached about 10,000 hours. That is a significant amount of time,
but simply spending 10,000 hours, or ten years, practicing is not enough. There is a very
specific type of practice that was shown to be required for master-level performance. The
key to world-dominating skill is deliberate practice.

We will look at how this relates to programming in a moment, but let’s first look at
what deliberate practice is.

Deliberate practice is slow, halting, anti-flow. If you are practicing the violin,
deliberate practice would entail playing the piece extremely slowly, making sure you hit
every note perfectly. If you are deliberately practicing tennis, this might mean doing the
same shot over and over and over again with a coach, making small adjustments until
you are able to perfectly hit that shot in that location time and time again.

The problem with knowledge work is that the standard deliberate practice
protocols seem foreign. A sports task or playing an instrument is fairly simple when
compared to the process involved in programming. It is a lot harder to deconstruct the
process of designing and developing a software solution. It is hard to figure out how to
practice a way of thinking. One of the reasons for this is that a solved problem tends to
stay solved. What I mean by that is that as a developer you will very rarely be asked to
write a piece of software that has already been written. Finding the “shot” to practice
over and over is hard.
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In programming, you want to learn different ways to solve problems. You want to
find different challenges that force you to attack the same type of problem with different
constraints. Keep working at it until you understand the problem and the set of possible
solutions inside out.

In essence, deliberate practice has these components:

o Each practice session has a single focus.

o The distance (time) between attempt and feedback is as short as
possible.

o Work on something that you cannot yet do.

o Follow in the path of those who have gone before you.

Single Focus

The reason you only want to focus on one thing during a specific training session is that
you want devote all your attention to the element that you wish to improve. You want to
do whatever it takes to do it perfectly, even if it is only once. Then, you want to repeat the
process to get another perfect response, and then another. Every practice run is a single
reinforcement of the skill. You want to reinforce the patterns that lead to the perfect
result rather than those that have less desirable outcomes.

In the context of this book, I want you to target a single design pattern at a time.
Really seek to understand not only how the pattern works, but also why it is used in the
first place and how it applies to the problem at hand. Also, think about other problems
that you might be able to solve using this design pattern. Next, try to solve some of these
problems using the pattern you are working on.

You want to create a mental box for the problem and the pattern that solves it.
Ideally, you will develop a sense for when problems would fit into one of the boxes you
have mastered, and then be able to quickly and easily solve the problem.

Rapid Feedback

One of the pieces of deliberate practice that is often overlooked is the rapid-feedback
loop. The quicker the feedback, the stronger the connection, and the more easily you
learn from it. That is why things like marketing and writing are so hard to master. The
time between putting letters on a page and getting feedback from the market is simply
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too long to really be able to see the effects of experiments. With programming this is not
the case; you can write a piece of code and then run it for instant feedback. This allows
you to course correct and ultimately reach an acceptable solution. If you go one step
further and write solid tests for your code, you get even more feedback, and you are able
to arrive at the solution much more quickly than if you had to test the process manually
each time you made a change.

Another trick to help you learn from the process more rapidly is to make a prediction
as to what the outcome of the block of code you want to write will be. Make a note as to
why you expect this specific outcome. Now write the code and check the result against
the expected result. If it does not match up, try to explain why this is the case and how
you would verify your explanation with another block of code. Then, test that. Keep
doing it until you have attained mastery.

You will find yourself getting feedback on different levels, and each has its own merit.

Level one is simply whether the solution works or not. Next, you might begin
considering questions such as “How easy was the solution to implement?” or “Is this
solution a good fit for the problem?” Later, you might seek out external feedback, which
can take the form of simple code review, working on projects, or discussing solutions
with like-minded people.

Stretch Yourself

What are the things that you shy away from? These are the areas of programming that
cause you slight discomfort. It might be reading from a file on disk or connecting to a
remote API. It makes no difference if it is some graphical library or a machine-learning
setup, we all have some part of the craft that just does not sit comfortably. These are usually
the things that you most need to work on. Here are the areas that will stretch you and force
you to face your own weaknesses and blind spots. The only way to get over this discomfort
is to dive deep into it, to use that tool so many times and in so many ways that you begin to
get a feel for it. You must get so comfortable with it that you no longer have to look up that
file open protocol on stack overflow; in fact, you have written a better one. You jump rope
with the GUI and suck data out of a database with one hand tied behind your back.

There is no shortcut to this level of mastery; the only way is through the mountain.
That is why so few people become true masters. Getting there means spending a lot of
time on the things that are not easy, that do not make you feel like you are invincible.
You spend so much time in these ego-destroying zones that very few masters of any craft
have a lot of arrogance left in them.

6
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So, what should you work on first? That thing you thought of as you read the previous
two paragraphs.

Working your way through the design patterns in this book is another good way of
finding potential growth areas. Just start with the singleton pattern and work your way
through.

Stand on the Shoulders of Giants

There are people who do amazing things in the programming space. These people often
give talks at developer conferences and sometimes have a presence online. Look at what
these people are talking about. Try to understand how they approach a novel problem.
Type along with them as they demonstrate solutions. Get into their head and figure out
what makes them tick. Try to solve a problem like you imagine one of them would do
it; how does the solution you come up with in this way differ from the one you came up
with on your own?

Really great developers are passionate about programming, and it should not take
a lot of prodding to get them to talk about the finer details of the craft. Seek out the user
groups where this type of developer hangs out and strike up a lot of conversations. Be
open and keep learning.

Pick personal projects that force you to use design patterns you have yet to master.
Have fun with it. Most of all, learn to love the process, and don’t get caught up on some
perceived outcome rather than spending time becoming a better programmer.

How Do You Do This?

Begin the same way Leonardo da Vinci began when he decided to make painting his
vocation.

Copy!

That is right. Begin by identifying some interesting problem, one that is already
solved, and then blatantly copy the solution. Don’t copy/paste. Copy the solution by
typing it out yourself. Get your copy to work. Once you do, delete it all. Now try to solve
the problem from memory, only referring to the original solution when your memory
fails you. Do this until you are able to reproduce the solution flawlessly without looking
at the original solution. If you are looking for solutions to problems that you can copy
and learn from, Github is a gold mine.
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Once you are comfortable with the solution as you found it, try to improve on the
original solution. You need to learn to think about the solutions you find out there—
what makes them good? How can you make them more elegant, more idiomatic, more
simple? Always look for opportunities to make code better in one of these ways.

Next, you want to take your new solution out into the wild. Find places to use the
solution. Practicing in the real world forces you to deal with different constraints, the
kinds you would never dream up for yourself. It will force you to bend your nice, clean
solution in ways it was never intended to be. Sometimes, your code will break, and you
will learn to appreciate the way the problem was solved originally. Other times, you may
find that your solution works better than the original. Ask yourself why one solution
outperforms another, and what that teaches you about the problem and the solution.

Try using languages with different paradigms to solve similar problems, taking from
each and shaping a solution yourself. If you pay attention to the process as much as you
do to actually solving the problem, no project will leave you untouched.

The beauty of working on open source projects is that there is usually just the right
mix of people who will help you along, and others who will tell you exactly what is wrong
with your code. Evaluate their feedback, learn what you can, and discard the rest.

The Ability to Course Correct

When exploring a problem, you have two options: go on trying this way, or scrap
everything and start over with what I have learned. Daniel Kahnamann, in his book
Thinking, Fast and Slow, explains the sunk cost fallacy. It is where you keep investing in
a poor investment because you have already invested so much in it. This is a deadly trap
for a developer. The quickest way to make a two-day project take several months is to try
to power your way through a poor solution. Often it feels like it would be a massive loss if
we were to scrap a day, a week, or a month’s work and start from nothing.

The reality is that we are never starting from scratch, and sometimes the last
10,000 lines of code you are deleting are the 10,000 lines of code you needed to write to
become the programmer you need to be to solve the problem in 100 lines of code with a
startlingly elegant solution.

You need to develop the mental fortitude to say enough is enough and start over,
building a new solution using what you have learned.

No amount of time spent on a solution means anything if it is the wrong solution.
The sooner you realize that the better.
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This self-awareness gives you the ability to know when to try one more thing and
when to head in a different direction.

Systems Thinking

Everything is a system. By understanding what elements make up the system, how they
are connected, and how they interact with one another, you can understand the system.
By learning to deconstruct and understand systems, you inevitably teach yourself how
to design and build systems. Every piece of software out there is an expression of these
three core components: the elements that make up the solution, and a set of connections
and interactions between them.

At a very basic level, you can begin by asking yourself: “What are the elements of the
system [ want to build?” Write these down. Then, write down how they are connected to
each other. Lastly, list all the interactions between these elements and what connections
come into play. Do this, and you will have designed the system.

All design patterns deal with these three fundamental questions: 1) What are the
elements and how are they created? 2) What are the connections between elements, or
what does the structure look like? 3) How do the elements interact, or what does their
behavior look like?

There are other ways to classify design patterns, but for now use the classical three
groupings to help you develop your systems thinking skills.

Mental Models

Mental models are internal representations of the external world. The more accurate
your models of the world are, the more effective your thinking is. The map is not the
territory, so having more-accurate mental models makes your view of the world more
accurate, and the more versatile your set of mental models is, the more diverse the set of
problems you will be able to solve. Throughout this book you will learn a set of mental
tools that will help you solve specific programming problems you will regularly come
across in your career as a programmer.

Another way to look at mental models is to see them as a grouping of concepts
into single unit of thought. The study of design patterns will aid you in developing new
mental models. The structure of a problem will suggest the kind of solution you will
need to implement in order to solve the problem in question. That is why it is important
that you gain complete clarity into exactly what the problem is you are trying to solve.
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The better—and by better I mean more complete—the problem definition or description is,
the more hints you have of what a possible solution would look like. So, ask yourself dumb
questions about the problem until you have a clear and simple problem statement.

Design patterns help you go from A (the problem statement) to C (the solution)
without having to go through B and however many other false starts.

The Right Tools for the Job

To break down a brick wall, you need a hammer, but not just any hammer—you need

a big, heavy hammer with a long handle. Sure, you can break down the wall with the
same hammer you would use to put nails in a music box, but it will take you a couple of
lifetimes to do what an afternoon’s worth of hammering with the right tool will do.

With the wrong tools, any job becomes a mess and takes way longer than it should.
Selecting the right tool for the job is a matter of experience. If you had no idea that there
were hammers other than the tiny craft hammer you were used to, you would have a
hard time imagining that someone could come along and take down a whole wall in a
couple of hours. You might even call such a person a 10x wall breaker. The pointI am
trying to make is that with the right tool you will be able to do many times more work
than someone who is trying to make do with what they have. It is worth the time and
effort to expand your toolbox, and to master different tools, so that when you encounter
a novel problem you will know which to select.

To become a master programmer, you need to consistently add new tools to your
arsenal, not just familiarizing yourself with them, but mastering them. We already looked
at the process for attaining mastery of the tools you decide on, but in the context of
Python, let me make some specific suggestions.

Some of the beauties of the Python ecosystem are the packages available right
out of the gate. There are a lot of packages, but more often than not you have one or
two clear leaders for every type of problem you might encounter. These packages are
valuable tools, and you should spend a couple of hours every week exploring them. Once
you have mastered the patterns in this book, grab Numpy or Scipy and master them.
Then, head off in any direction your imagination carries you. Download the package
you are interested in, learn the basics, and then begin experimenting with it using the
frameworks touched on already. Where do they shine, and what is missing? What kinds
of problems are they especially good at solving? How can you use them in the future?
What side project can you do that will allow you to try the package in question in a real-
world scenario?

10
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Design Patterns as a Concept

The Gang of Four’s book on design patterns seems to be the place where it all started.
They set forth a framework for describing design patterns (specifically for C++), but the
description was focused on the solution in general, and as a result many of the patterns
were translated into a number of languages. The goal of the 23 design patterns set forth
in that book was to codify best-practice solutions to common problems encountered in
object-oriented programming. As such, the solutions focus on classes and their methods
and attributes.

These design patterns represent a single complete solution idea each, and they keep
the things that change separate from the things that do not.

There are many people who are critical of the original design patterns. One of these
critics, Peter Norvig, showed how 16 of the patterns could be replaced by language
constructs in Lisp. Many of these replacements are possible in Python too.

In this book, we are going to look at several of the original design patterns and
how they fit into real-world projects. We will also consider arguments about them in
the context of the Python language, sometimes discarding the pattern for a solution
that comes stock standard with the language, sometimes altering the GoF solution to
take advantage of the power and expressiveness of Python, and other times simply
implementing the original solution in a pythonic way.

What Makes a Design Pattern?

Design patterns can be a lot of things, but they all contain the following elements (credit:
Peter Norvig, http://norvig.com/design-patterns/ppframe.htm):

e Pattern name

o Intent/purpose

e Aliases

e Motivation/context
e Problem

e Solution

e Structure

o Participants

11
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e Collaborations

o Consequences/constraints
e Implementation

e Sample code

o Known uses

¢ Related patterns

In Appendix A, you can find all the design patterns we discuss in this book structured
according to these elements. For the sake of readability and the learning process, the
chapters on the design patterns themselves will not all follow this structure.

Classification

Design patterns are classified into different groupings to help us as programmers talk
about categories of solutions with one another and to give us a common language when
discussing these solutions. This allows us to communicate clearly and to be expressive in
our discussions around the subject.

As mentioned earlier in this chapter, we are going to classify design patterns
according to the original groupings of creational, structural, and behavioral patterns.
This is done not only to stick to the general way things are done, but also to aid you, the
reader, in looking at the patterns in the context of the systems they are found in.

Creational

The first category deals with the elements in the system—specifically, how they

are created. As we are dealing with object-oriented programming, the creation of
objects happens through class instantiation. As you will soon see, there are different
characteristics that are desirable when it comes to solving specific problems, and the
way in which an object is created has a significant effect on these characteristics.

Structural

The structural patterns deal with how classes and objects are composed. Objects can be
composed using inheritance to obtain new functionality.

12
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Behavioral

These design patterns are focused on the interaction between objects.

The Tools We Will Be Using

The world is shifting toward Python 3. This shift is slow and deliberate and, like a glacier,
cannot be stopped. For the sake of this book, we will release Python 2 and embrace

the future. That said, you should be able to make most of the code work with Python 2
without much trouble (this is less due to the code in the book and more a result of the
brilliant work done by the Python core developers).

With Python, CPython (the default one) specifically, you get to use Pip, the Python
Package Installer. Pip integrates with PyPI, the Python Package Index, and lets you
download and install a package from the package index without manually downloading
the package, uncompressing it, running python setup.py install and so on. Pip makes
installing libraries for your environment a joy. Pip also deals with all the dependencies
for you, so no need to run around after required packages you have not installed yet.

By the time you begin working on your third project, you are going to need a lot of
packages. Not all of these packages are needed for all of your projects. You will want
to keep every project’s packages nicely contained. Enter VirtualEnv, a virtual Python
interpreter that isolates the packages installed for that interpreter from others on the
system. You get to keep each project in its own minimalist space, only installing the
packages it needs in order to work, without interfering with the other projects you may
be working on.

How to Read This Book

There are many ways to read a book, especially a programming book. Most people start
a book like this hoping to read it from cover to cover and end up just jumping from code
example to code example. We have all done it. With that in mind, there are ways you can
read this book and gain optimal value from the time spent on it.

The first group of readers just wants a quick, robust reference of pythonic versions
of the GoF design patterns. If this is you, skip ahead to Appendix A to see the formal
definition of each of the design patterns. When you have time, you can then return to the
relevant chapter and follow the exploration of the design pattern you are interested in.

13
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The second group wants to be able to find specific solutions to specific problems.

For those readers, each design pattern chapter starts with a description of the problem
addressed by the pattern in question. This should help you decide if the pattern will be
helpful in solving the problem you are faced with.

The last group wants to use this book to master their craft. For these readers, I suggest
you begin at the beginning and code your way through the book. Type out every example.
Tinker with every solution. Do all the exercises. See what happens when you alter the
code. What breaks, and why? Make the solutions better. Tackle one pattern at a time and
master it. Then, find other real-world contexts where you can apply your new knowledge.

Setting Up Your Python Environment

Let’s begin by getting a working Python 3 environment running on your machine. In this
section, we will look at installing Python 3 on Linux, Mac, and Windows.

On Linux

The commands we use are for Ubuntu with the apt package manager. For other
distributions that do not work with apt, you can look at the process for installing Python
3 and pip using an alternative package manager, like yum, or installing the relevant
packages from source.

The whole installation process will make use of the terminal, so you can go ahead
and open it up now.

Let’s begin by checking if you have a version of Python already installed on your
system.

Just a note: For the duration of this book, I will indicate terminal commands with
the leading $; you do not type this character or the subsequent space when entering the
comment in your terminal.

$ python --version

If you have Python 3 (as is the case with Ubuntu 16.04 and up) already installed, you
can skip ahead to the section on installing pip.

If you have either Python 2 or no Python installed on your system, you can go ahead
and install Python 3 using the following command:

$ sudo apt-get install python3-dev
14



CHAPTER 1  BEFORE WE BEGIN

This will install Python 3. You can check the version of the Python install, as before,
to verify that the right version was installed:

$ python3 --version

Python 3 should now be available on your system.
Next, we install build essentials and Python pip:

$ sudo apt-get install python-pip build-essential
Now, check that pip is working:
$ pip --version

You should see a version of pip installed on your system, and now you are ready
to install the virtualenv package; please skip past the Mac and Windows installation
instructions.

On Mac

macOS comes with a version of Python 2 installed by default, but we will not be needing
this.

To install Python 3, we are going to use Homebrew, a command-line package
manager for macOS. For this to work, we will need Xcode, which you can get for free
from the Mac AppStore.

Once you have installed Xcode, open the Terminal app and install the command-line
tools for Xcode:

$ xcode-select --install

Simply follow the prompt in the window that pops up to install the command-line
tools for Xcode. Once that is done, you can install Homebrew:

$ ruby -e "$(curl -fsSL https://raw.githubusercontent.com/Homebrew/install/
master/install)"

If you do not have XQuartz already installed, your macOS might encounter some
errors. If this happens, you can download the XQuartz .dmg here: https://www.xquartz.
org/. Then, check that you have successfully installed Homebrew and that it is working:

$ brew doctor
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To run brew commands from any folder in the Terminal, you need to add the
Homebrew path to your PATH environment variable. Open or create ~/.bash _profile
and add the following line at the end of the file:

export PATH=/usr/local/bin:$PATH

Close and reopen Terminal. Upon reopening, the new PATH variable will be included
in the environment, and now you can call brew from anywhere. Use brew to find the
available packages for Python:

brew search python

You will now see all the Python-related packages, python3 being one of them. Now,
install Python 3 using the following brew command:

$ brew install python3
Finally, you can check that Python 3 is installed and working:
python3 --version

When you install Python with Homebrew, you also install the corresponding package
manager (pip), Setuptools, and pyvenv (an alternative to virtualenv, but for this book
you will only need pip).

Check that pip is working:

$ pip --version

If you see the version information, it means that pip was successfully installed on
your system, and you can skip past the Windows installation section to the section on
using pip to install VirtualEnwv.

On Windows

Begin by downloading the Python 3 Windows installer. You can download the installer
here: https://www.python.org/.

When your download is done, run the installer and select the Customize option.
Make sure that pip is selected to be installed. Also, select the option to add Python to
your environment variables.
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