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Foreword

SQL was developed in the 1970s and became standardized through ANSI-approved
committees as a formal standard starting in 1986.' Today in 2019, SQL has become the
most widely used declarative language. Along the way, window functions have come
to be an important part of that standard. ANSI does not make standards but plays an
important role in documenting and preserving them. The individual software vendors
voluntarily decide to comply, and it’s the work of the authors of books like this one to
explain SQL use in practical terms.

In my own career in data science and advanced analytics, window functions have
been an important part of several key projects in the past few years. Several years ago, I
made a YouTube video for a user group based on the earlier edition of this book. Since
then, as a career architect at Microsoft, I have advised the application for data science.
In one project, the input of about 20 features was not yielding adequate results: using
window functions, a team under my leadership (and yes, direct coding) quickly grew
that number to over 1,000. More than numeric growth, the accuracy rates improved, and
on the business story, the organization is saving millions of dollars annually for their
question. In the past month, [ have encountered an unrelated new project, and a similar
story is there: a time-series type of data set and an opportunity to grow from under 20
features to a number much larger.

One wonders whether automated machine learning technologies would make
such combinations on their own, and I'm skeptical. Making a robust set of features
from window functions requires not just time-series considerations but also clustering
knowledge based on knowing the data domain. Even if automated technologies make
great progress in this topic, I anticipate the need for any data scientist to have simple
knowledge of these functions for the more typical data science investigation which has
only a few features and low number of observations.

SQL is central to on-premise and cloud database technologies - and in the data
science world, many use Apache Spark (part of SQL Server 2019 and so many other data
technologies). This reach into advanced analytics is yet another reason why this topic is

See https://blog.ansi.org/2018/10/sql-standard-iso-iec-9075-2016-ansi-x3-135/
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an expert-level subject in the SQL language. The mainstream applications extend from
any business analytics SQL query and even into supporting advanced analytics and
machine learning algorithms.

Over the years, it’s been an honor to individually know Kathi Kellenberger and
Clayton Groom as respected peers and professionals and to see how they have each
become important leaders to the technical user community through many presentations
(for which they typically volunteer their own time) and through the creation and now
revision of this book. In this revision, Ed Pollack has applied material on baseball
statistics, illustrating that not every time series is about money. It’s not enough to have a
standard written, but one needs to have expert coaches to explain how these functions
describe an approach for business analytics. This book has rich examples and altogether
provides a clear path into one of the most mathematically complex and yet practically
useful aspects of the SQL language.

Mark Tabladillo, Ph.D.
Cloud Solution Architect, Microsoft
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Introduction

Several years ago, I would create a user group presentation for each new version of SQL
Server about the new T-SQL features. There was so much to say in 2012 that I decided to
build a presentation on just the windowing functions introduced that year. Eventually,

I had so much material that it turned into two sessions. Over the years, I have probably
presented this information at least 50 times at events around the United States and the
United Kingdom. Despite that, most people still are not using windowing functions
because they haven’t heard about them or do not realize the benefits.

What’s in This Book?

This book covers each type of windowing function beginning with the ranking functions
introduced with SQL Server 2005 through the statistical functions introduced in 2012.
Each chapter explains how to use the functions along with any options and provides

a few simple examples of how to use them. Unfortunately, the last time that Microsoft
added any new windowing functions was 2012, but there have been some performance
improvements more recently. One chapter is dedicated to the performance of
windowing functions.

Finally, the last two chapters in the book cover some real-world examples. In
Chapter 9, you'll learn how to analyze a large data set, over 100 years of baseball
statistics. Chapters 10 and 11 show how windowing functions can be used in data
warehouse calculations instead of building a cube.

Intended Audience

This book is meant for people who already have good T-SQL skills. They know how to
join tables, use subqueries and CTEs, and write aggregate queries. Despite these skills,
they occasionally run into problems that are not easy to solve in a set-based manner.
Without windowing functions, some of these problems can only be solved by using
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INTRODUCTION

cursors or expensive triangular joins. By using the concepts taught in this book, your
T-SQL skills will improve to the next level. Once you start using windowing functions,
you'll find even more reasons to learn them.

Contacting the Author

Great care was taken to ensure that the information presented is correct, but sometimes
readers come up with a better way to write a query or find an error. You can contact me
atkathi.kellenberger@outlook.comwith any comments or questions.

xviii



CHAPTER 1

Looking Through
the Window

SQL Server is a powerful database platform with a versatile query language called
T-SQL. The most exciting T-SQL enhancement over the years, in my opinion, is the
window functions. Window functions enable you to solve query problems in new, easier
ways and with better performance most of the time over traditional techniques. They
are a great tool for analytics. You may hear these called “windowing” or “windowed”
functions as well. The three terms are synonymous when talking about this feature.

After the release of SQL Server 2000, SQL Server enthusiasts waited 5 long years for
the next version of SQL Server to arrive. Microsoft delivered an entirely new product
with SQL Server 2005. This version brought SQL Server Management Studio, SQL
Server Integration Services, snapshot isolation, and database mirroring. Microsoft also
enhanced T-SQL with many great features, such as common table expressions (CTEs).
The most exciting T-SQL enhancement of all with 2005 was the introduction of window
functions.

That was just the beginning. Window functions are part of the standard ANSI
SQL specification beginning with ANSI SQL2003. More functionality according to the
standard was released with version 2012 of SQL Server. In 2019, Microsoft gave some of
the window functions a performance boost with batch mode processing, a feature once
reserved for column store indexes. You'll see how this performance feature works in
Chapter 8. Even now, the functionality falls short of the entire specification, so there is
more to look forward to in the future.

This chapter provides a first look at two T-SQL window functions, LAG and
ROW_NUMBER. You will learn just what the window is and how to define it with the OVER
clause. You will also learn how to divide the windows into smaller sections called
partitions.

© Kathi Kellenberger, Clayton Groom, and Ed Pollack 2019
K. Kellenberger et al., Expert T-SQL Window Functions in SQL Server 2019,
https://doi.org/10.1007/978-1-4842-5197-3_1



CHAPTER 1 LOOKING THROUGH THE WINDOW

Discovering Window Functions

Window functions do not let you do anything that was impossible to do with earlier
functionality, and they have nothing to do with the Microsoft Windows API. Using
previously available methods, such as self-joins, correlated subqueries, and cursors, you
can solve just about any T-SQL problem if you work at it long and hard enough. The main
benefit of window functions is the ease with which you can solve these tricky queries.
Most of the time, you also realize a big boost in performance over the older methods.
You can often use a window function to change a solution involving many statements or
subqueries to one easier statement.

Ilike to divide window functions into several categories that do not exactly match
up with the way Microsoft defines them: ranking functions, window aggregates,
accumulating window aggregates, offset functions, and statistical functions. (Microsoft
refers to the four offset and four statistical functions as “analytic” functions.) You can
use these functions to assign a rank to each row, calculate summary values without
grouping, calculate running totals, include columns from different rows in your results,
and calculate percentages over a group. You'll learn about these functions as you read
this book.

My favorite T-SQL function which also happens to be a window function is called
LAG. It is one of the offset functions, which you will learn about in Chapter 6. LAG allows
you to include columns from different rows in your results. Using LAG is easier and
performs better than older methods that do the same thing.

Within the same year (just a few months apart), two different people approached
me for help with essentially the same problem: using data from the stock market, how
can one compare the closing price of a stock from one day to the next? The traditional
solution requires that each row of the data be joined to the prior row to get the closing
price from the previous day. By using the LAG function, the solution is not only simpler to
write, it also performs much better.

Note If you would like to follow along with this example, a sample script to
create the StockAnalysisDemo database and generated stock market data can be
found along with the code for this chapter on the Apress site.

For a quick look at how to solve this problem first by using one of the traditional
methods and then by using LAG, review and run Listing 1-1.

2



CHAPTER 1 LOOKING THROUGH THE WINDOW

Listing 1-1. Two Approaches to Solving the Stock Market Problem

USE StockAnalysisDemo;

GO

--1-1.1 Using a subquery

SELECT TickerSymbol, TradeDate, ClosePrice,
(SELECT TOP(1) ClosePrice
FROM StockHistory AS SQ
WHERE SQ.TickerSymbol = 0Q.TickerSymbol

AND SQ.TradeDate < 0Q.TradeDate

ORDER BY TradeDate DESC) AS PrevClosePrice

FROM StockHistory AS 0Q

ORDER BY TickerSymbol, TradeDate;

--1-1.2 Using LAG
SELECT TickerSymbol, TradeDate, ClosePrice,
LAG(ClosePrice) OVER(PARTITION BY TickerSymbol
ORDER BY TradeDate) AS PrevClosePrice
FROM StockHistory
ORDER BY TickerSymbol, TradeDate;

The partial results are shown in Figure 1-1. Since the data is randomly generated, the
values of ClosePrice and PrevClosePrice in the image will not match your values. Query
1 uses a correlated subquery, the old method, to select one ClosePrice for every outer
row. By joining the TickerSymbol from the inner query to the outer query you ensure
that you are not comparing two different stocks. The inner and outer queries are also
joined by the TradeDate, but the TradeDate for the inner query must be less than the
outer query to make sure you get the prior day. The inner query must also be sorted to
get the row that has the latest data but still less than the current date. This query took
over a minute to run on my laptop, which has 16GB of RAM and is using SSD storage.
Almost 700,000 rows were returned.

Query 2 uses the window function LAG to solve the same problem and produces the
same results. Don’t worry about the syntax at this point; you will be an expert by the end
of this book. The query using LAG took just 13 seconds to run on my laptop.



CHAPTER 1 LOOKING THROUGH THE WINDOW

TickerSymbol TradeDate ClosePrice PrevClosePrice

1 Z1 2017-01-03 26.98 NULL
2 Z1 2017-01-04 27.94 26.98
3 Z1 2017-01-05 27.89 27.94
4 Z1 2017-01-06 28.44 27.89
5 Z1 2017-01-09 28.87 28.44
TickerSymbol TradeDate ClosePrice PrevClosePrice
1 Z1 2017-01-03 26.98 NULL
2 Z1 2017-01-04 27.94 26.98
3 Z1 2017-01-05 27.89 27.94
4 Z1 2017-01-06 28.44 27.89
5 Z1 2017-01-09 28.87 28.44

Figure 1-1. Partial results of the stock market problem

By just looking at the code in Listing 1-1, you can see that Query 2 using LAG is much
simpler to write, even though you may not understand the syntax just yet. It also runs
much faster because it is just reading the table once instead of once per row like Query 1.
As you continue reading this book and running the examples, you will learn how window
functions like LAG will make your life easier and your customers happier!

Thinking About the Window

Window functions are different than regular functions because they operate over a
set of rows, also called a window. This may sound similar to how aggregate functions
work. Aggregate functions, such as SUM and AVG, operate on groups of rows and provide
summary values. When you write an aggregate query, you lose the detail columns except
for those in the GROUP BY clause.

When adding a GROUP BY clause, instead of returning a summary along with all the
rows, you will see a summary row, one row for each unique set of GROUP BY columns.
For example, to get a count of the all the rows using an aggregate query, you must leave
out the other columns. Once you add columns into the SELECT and GROUP BY, you get a
count for each unique grouping, not the entire set of results.



CHAPTER 1 LOOKING THROUGH THE WINDOW

Queries with window functions are much different than traditional aggregate
queries. There are no restrictions to the columns that appear in the SELECT list, and no
GROUP BY clause is required. You can also add window functions to aggregate queries,
and that will be discussed in Chapter 3. Instead of summary rows being returned, all
the details are returned and the result of the expression with the window function is
included as just another column. In fact, by using a window function to get the overall
count of the rows, you could still include all of the columns in the table.

Imagine looking through a window to see a specific set of rows while your query is
running. You have one last chance to perform an operation, such as grabbing one of the
columns from another row. The result of the operation is added as an additional column.
You will learn how window functions really work as you read this book, but the idea of
looking through the window has helped me understand and explain window functions
to audiences at many SQL Server events. Figure 1-2 illustrates this concept.

TickerSymbol TradeDate ClosePrice PrevClosePrice

1z 2017-01-03 26.98 NULL The Window

2 Z1 2017-01-04 27.94 26.98 TickerSymbol TradeDate ClosePrice OpenPrice
3 Al |2017-01-05 27.89 27.94 —— 20170104 1 27.84 28.44

4 Z1 2017-01-06 2844 27.89 Z1 2017-01-05 27.89 28.39

5 Z1 2017-01-09 28.87 28.44

Figure 1-2. Looking through the window to perform an operation on a set of rows

The window is not limited to the columns found in the SELECT list of the query. For
example, if you take a look at the StockHistory table, you will see that there is also an
OpenPrice column. The OpenPrice from one day is not the same as the ClosePrice from
the previous day. If you wanted to, you could use LAG to include the previous OpenPrice
in the results even though it is not included in the SELECT list originally.

In the stock history example using LAG, each row has its own window where it finds
the previous close price. When the calculation is performed on the third row of the data,
the window consists of the second and third rows. When the calculation is performed on
the fourth row, the window consists of the third and fourth rows.

What would happen if the rows for 2017-12-02 were removed from the query by a
WHERE clause? Does the window contain filtered-out rows? The answer is “No,” which
brings up two very important concepts to understand when using window functions:
where window functions may be used in the query and the logical order of operations.

Window functions may only be used in the SELECT list and ORDER BY clause. You
cannot filter or group on window functions. In situations where you must filter or group
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on the results of a window function, the solution is to separate the logic. You could use a
temp table, derived table subquery, or a CTE and then filter or group in the outer query.

Window functions operate after the FROM, WHERE, GROUP BY, and HAVING clauses. They
operate before the TOP and DISTINCT clauses are evaluated. You will learn more about
how DISTINCT and TOP affect queries with window functions in the “Uncovering Special
Case Windows” section later in this chapter.

The window is defined by the OVER clause. Notice in Query 2 of Listing 1-1 that the
LAG function is followed by an OVER clause. Each type of window function has specific
requirements for the OVER clause. The LAG function must have an ORDER BY expression
and may have a PARTITION BY expression.

Understanding the OVER Clause

One thing that sets window functions apart is the OVER clause, which defines the window
or set. With one exception I'll explain in Chapter 7, window functions will have an OVER
clause, and learning how to use the OVER clause is required to understand window
functions. In some cases, the OVER clause will be empty. You will see empty OVER clauses
in Chapter 3 when working with window aggregate functions.

Note There is one situation in which you will see the OVER keyword in a
query not following a window function, and that is with the sequence object.
The sequence object, introduced with SQL Server 2008, is a bucket containing
incrementing numbers often used in place of an identity column.

For any type of expression in the SELECT list of a query, a calculation is performed for
each row in the results. For example, if you had a query with the expression Col1 + Col2,
those two columns would be added together once for every row returned. A calculation
is performed for row 1, row 2, row 3, and so on. Expressions with window functions must
also be calculated once per row. In this case, however, the expressions operate over a set
of rows that can be different for each row where the calculation is performed.

The OVER clause determines which rows make up the window. The OVER clause has
three possible components: PARTITION BY, ORDER BY, and the frame. The PARTITION BY
expression divides up the rows, and it’s optional depending on what you are trying to
accomplish. The ORDER BY expression is required for some types of window functions.

6
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Where it is used, it determines the order in which the window function is applied.
Finally, the frame is used for some specific types of window functions to provide even
more granularity. You'll learn about framing in Chapter 5.

Many T-SQL developers and database professionals have used the ROW_NUMBER
function. They may not have even realized that this is one of the window functions.
There are many situations where adding a row number to the query is a step along the
way to solving a complex query problem.

ROW_NUMBER supplies an incrementing number, starting with one, for each row. The
order in which the numbers are applied is determined by the columns specified in the
ORDER BY expression, which is independent of an ORDER BY clause found in the query
itself. Run the queries in Listing 1-2 to see how this works.

Listing 1-2. Applying the Row Numbers to Different Columns

USE AdventureWorks;
GO
--1-2.1 Row numbers applied by CustomerID
SELECT CustomerID, SalesOrderID,
ROW_NUMBER() OVER(ORDER BY CustomerID) AS RowNumber
FROM Sales.SalesOrderHeader;

--1-2.2 Row numbers applied by SalesOrderID
SELECT CustomerID, SalesOrderID,

ROW_NUMBER() OVER(ORDER BY SalesOrderID) AS RowNumber
FROM Sales.SalesOrderHeader;

Note The AdventureWorks and AdventureWorksDW databases are used in many
of the examples throughout this book. You can use any version starting with 2014
or later to follow along, and the 2017 version was the latest available at the time of
this writing. Just be sure to adjust the USE statement when it’s included to fit your
version of the databases.

The OVER clause follows the ROW_NUMBER function. Inside the OVER clause, you will see
ORDER BY followed by one or more columns. The difference between Queries 1 and 2 is
just the ORDER BY expression within the OVER clause. Notice in the partial results shown
in Figure 1-3 that the row numbers end up applied in the order of the column found
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in the ORDER BY expression of the OVER clause, which is also the order that the data is
returned. Since the data must be sorted to apply the row numbers, it is easy for the data
to stay in that order, but it is not guaranteed. The only way to ever actually guarantee the
order of the results is to add an ORDER BY to the query.

CustomerlD | SalesOrderlD | RowNumber

1 11000 43793 1

2 11000 51522 2

3 11000 57418 3

4 11001 43767 4

5 11001 51493 5

6 11001 72773 6
CustomerlD |/ SalesOrderlD | RowNumber

1 29825 43659 1

2 29672 43660 2

3 29734 43661 3

4 29994 43662 4

5 29565 43663 5

6 29893 43664 6

Figure 1-3. Partial results of using ROW_NUMBER with different OVER clauses

If the query itself has an ORDER BY clause, it can be different than the ORDER BY within
OVER. Listing 1-3 demonstrates this.

Listing 1-3. Using ROW_NUMBER with a Different ORDER BY in the OVER
Clause

--1-3.1 Row number with a different ORDER BY
SELECT CustomerID, SalesOrderID,
ROW_NUMBER() OVER(ORDER BY CustomerID) AS RowNumber
FROM Sales.SalesOrderHeader
ORDER BY SalesOrderID;



