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Introduction

Python is a very successful programming language. In the three decades that it has
existed, it has become very widely used. It ships by default with major operating systems;
some of the largest websites in the world use Python for their back ends, and scientists
are using Python every day to advance our collective knowledge. As so many people are
working on and with Python daily, improvements come thick and fast. Not all Python
developers have the chance to attend conferences, or the time to follow the work done by
different parts of the community, so it’s inevitable that some features of the language and
ecosystem are not as well known as they deserve to be.

The objective of this book is to examine parts of the language and Python tooling
that may not be known to everyone. If you're an experienced Python developer, you
may well know many of these tools, but a good many more may be on your to-do list of
things to try when you have time. This is especially true if you're working on established
systems, where rearchitecting a component to take advantage of new language features
isn’t something that can be done frequently.

If you've been using Python for a shorter period, you may be more familiar with
recent additions to the language but less aware of some of the libraries available in the
wider ecosystem. A large part of the benefit of attending events like Python conferences
is the chance to notice minor quality-of-life improvements fellow programmers have
made and integrate them into your workflow.

This is not a reference book with stand-alone sections covering different features of
Python: the flow from chapter to chapter is dictated by how we would build a real piece
of software.

With many pieces of technical documentation, there is a tendency to provide simple
examples. Simple examples are great for explaining how something works, but not so
useful for understanding when to use it. They can also be tricky to build on, as complex
code is often architected quite differently to simple code.

By following this one example, we are able to consider technology choices in
context. You will learn what considerations to bear in mind when choosing if a particular
approach is suitable. Topics that are related by how they’re used will be covered together,
rather than topics that are related by how they work.
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INTRODUCTION

This book

My objective in writing this book is to share knowledge from different parts of the
community and lessons learned over 15 years of writing Python code for a living. It will
help you to be productive, both with the core language and add-on libraries. You will
learn how to effectively use features of the language that are not strictly essential to be a
productive programmer, such as asynchronous programming, packaging, and testing.

However, this book is aimed at people who want to write code, not people who are
looking to understand deep magics. I will not delve too far into subjects that involve
implementation details of Python. You will not be expected to grok' Python C extensions,
metaclasses, or algorithms to benefit from this book.

Substantive code samples are shown as numbered listings, and the accompanying
code for this book includes electronic versions of these listings. Some of these listings
also have output shown directly beneath, rather than separately as a numbered figure.

The accompanying code for this book is also where you'll find copies of the full
codebase for the example on a chapter-by-chapter basis, as well as helper code for
the exercises. In general, I would recommend that you follow along with the code by
checking out the Git repository from the book’s website or the code distribution and
changing to the relevant branch for the chapter you're reading.

As well as listings, I show some console sessions. When lines which are formatted
like code begin with >, that indicates that a shell session is being shown. These sections
cover commands to be run from your operating system’s terminal. Any that involve >>>
are demonstrating a Python console session and should be run from within a Python
interpreter.

The example

This book’s example is that of a general-purpose data aggregator. If you work in DevOps,
then it is very likely you use a program of this sort to track the resource utilization of
servers. Alternatively, as a web developer, you may use something like this for statistics
aggregation from different deployments of the same system. Some scientists use similar
methods, for example, for aggregating the findings of air-quality sensors distributed

'A jargon word that became popular during the 1960s, when computing was a much smaller field.
To grok something is to understand it on a very deep and intuitive level. It is derived from Robert
Heinlein’s novel Stranger in a Strange Land.
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INTRODUCTION

across a city. It isn’t something that every developer will need to build, but it is a problem
space that is familiar to many developers.

It has been picked not just because it’s a common task, but because it allows us to
explore many of the subjects we want to cover in a natural, unified way. You will be able
to follow the complete example perfectly well using any modern computer running any
modern operating system,? without purchasing any additional hardware. You may find
you get more out of some of the examples if you have additional computers to act as
remote data sources.

I will be using a Raspberry Pi Zero equipped with some aftermarket sensors for my
examples. This platform is widely available for approximately 5 US dollars and provides
lots of interesting data. There are commercial sensor add-ons available from many
Raspberry Pi stockists.

Although I'll be recommending things specific to the Raspberry Pi to make following
the examples easier, this book is not about the Internet of Things or the Raspberry Pi
itself. It's a means to an end; you should feel comfortable to adapt the examples to fit
tasks that are more relevant to your interests if you like. Any of the similar problems
mentioned earlier would follow the same design process.

Choice of topics

The topics covered by this book have been chosen to shine a light on a variety of different
aspects of Python programming. All are underused or under-understood by the Python
community as a whole, and none are things likely to be taught as a matter of course to
beginners. That’s not to say that they are necessarily complex or hard to understand
(although some certainly are), but they are techniques that I believe all Python
programmers should be familiar with, even if they choose not to use them.

Chapter 1 will introduce you to different ways of approaching the writing of very
simple programs in Python and, in particular, will cover Jupyter notebooks and an
introduction to the use of the Python debugger. Although both are relatively well-known
tools, many people are proficient in the use of one but not both. It will also cover ways

?However, if using Windows, I'd suggest you consider something like the Windows Subsystem for
Linux, as most add-ons are written with Linux or macOS systems in mind and so may perform
better under WSL.
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of approaching the writing of command-line interfaces and some useful third-party
libraries to support succinct command-line tool development.

Chapter 2 will cover tools that help you identify mistakes in your code, such as
automated testing and linting tools. These tools all make it easier to write code that you
can be confident in, whether it’s a large codebase, one that you rarely need to edit, or
one that will garner contributions from third parties. The tools covered here are all ones
I would recommend; however, the focus will be on understanding their advantages
and disadvantages. You may have used one or more of these tools, and you may have
opinions on whether some of them are appropriate to use. This chapter will help you
understand the trade-offs to help you make informed decisions.

Chapter 3 covers code packaging and dependency distribution in Python. These are
key features for writing applications that can be distributed to others and for designing
deployment systems that work reliably. We will use this to convert our stand-alone script
into an installable application.

Chapter 4 introduces plugin architectures. This is a powerful feature; it’s not
uncommon for people who learn them to try and apply them everywhere, which means
people can be wary of teaching them. For our example, a plugin architecture is a natural
fit. It also covers some advanced techniques for command-line tools that can make
debugging plugin-based systems easier.

Chapter 5 covers web interfaces and techniques such as decorators and closures to
write complex functions. These techniques are idiomatic in Python but hard to express
in many other programming languages. It also covers the appropriate use of abstract
base classes. It’'s common for people to advise against using ABCs because of the
tendency of people who learn them to want to use them everywhere. There are definite
advantages to a restrained use of ABCs in particular circumstances, especially when
combined with some of the tools from Chapter 2.

Chapter 6 expands our example with another major component, the aggregation
server that collects the data. This chapter also demonstrates some of the most useful
third-party libraries you will use as a Python programmer, such as “requests.”

Chapter 7 covers threading and asynchronous programming in Python. Threading
is often the source of subtle bugs. Asynchronous code can be used for similar tasks, but it
is an idiom that many Python programmers haven’t used because the program behaves
quite differently to synchronous programming. This chapter focuses on the real-world
use of concurrency to achieve a result, rather than demonstrations of a simple example
or the limits of what asynchronous programming can do. The objective is working code
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that is usable in the real world and a thorough understanding of the trade-offs, not a
stand-alone technology demonstration.

Chapter 8 goes further with asynchronous programming, adding in the testing of
asynchronous code and the various libraries that exist to write code that deals with
external tools (such as databases) in an async context. We will also look briefly at
some advanced techniques for writing good APIs that are helpful for asynchronous
programming, like context managers and context variables.

Chapter 9 sees us return to Jupyter to use its features for data visualization and easy
user interaction. We will look at how to use our asynchronous functions with widgets
in Jupyter notebooks as well as advanced use of iterators and ways of implementing
complex data types.

Chapter 10 details how to make Python code faster, using different types of caching
and for which situations they are an appropriate choice. It covers benchmarking
individual Python functions in your applications and how to interpret the results to find
the reasons for slowdown.

Chapter 11 extends some of the concepts we've visited earlier in the book to handle
faults more gracefully. We'll look at ways that our plugin architecture can be modified
to allow for handling errors seamlessly while retaining full backward compatibility, and
we'll take a closer look at designing processes that handle errors that they encounter.

In Chapter 12, the final chapter, we use Python’s iterator and coroutine features to
enhance the dashboards we’ve developed with features that aren’t passive data gatherers
but actively introspect the data we've gathered, allowing us to build multistep analysis
flows.

Python version

At the time of writing, the current release of Python is 3.8, and as such the examples in
this book are being tested against 3.8 and first development versions of Python 3.9. I do
not recommend using older versions. Very few code samples in this book do not work on
Python 3.7 or Python 3.6.

You will need Python pip installed to follow along with this book. It should already
be installed on your system if you have Python installed. Some operating systems
intentionally remove pip from their default installations of Python, in which case
you’ll need to install it using the operating system’s package manager explicitly. This is
common on Debian-based systems, where it can be installed with sudo apt install
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python3-pip. On other operating systems, use python -m ensurepip --upgrade to have
Python find the latest version of pip itself or find instructions specific to your operating
system.

Electronic versions of code samples and errata are available from the publisher and
the book’s website at https://advancedpython.dev. This should be your first port of call
if you encounter any problems working through this book.
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CHAPTER 1

Prototyping
and environments

In this chapter, we will explore the different ways that you can experiment with what
different Python functions do and when is an appropriate time to use those different
options. Using one of those methods, we will build some simple functions to extract the
first pieces of data that we will be aggregating and see how to build those into a simple
command-line tool.

Prototyping in Python

During any Python project, from something that you'll spend a few hours developing to
projects that run for years, you'll need to prototype functions. It may be the first thing
you do, or it may sneak up on you mid-project, but sooner or later, you'll find yourself in
the Python shell trying code out.

There are two broad approaches for how to approach prototyping: either running a
piece of code and seeing what the results are or executing statements one at a time and
looking at the intermediate results. Generally speaking, executing statements one by one
is more productive, but at times it can seem easier to revert to running a block of code if
there are chunks you're already confident in.

The Python shell (also called the REPL for Read, Eval, Print, Loop) is most people’s
first introduction to using Python. Being able to launch an interpreter and type
commands live is a powerful way of jumping right into coding. It allows you to run
commands and immediately see what their result is, then adjust your input without
erasing the value of any variables. Compare that to a compiled language, where the
development flow is structured around compiling a file and then running the executable.
There is a significantly shorter latency for simple programs in interpreted languages like
Python.

© Matthew Wilkes 2020
M. Wilkes, Advanced Python Development, https://doi.org/10.1007/978-1-4842-5793-7_1


https://doi.org/10.1007/978-1-4842-5793-7_1#DOI

CHAPTER 1  PROTOTYPING AND ENVIRONMENTS

Prototyping with the REPL

The strength of the REPL is very much in trying out simple code and getting an intuitive
understanding of how functions work. It is less suited for cases where there is lots of flow
control, as itisn’t very forgiving of errors. If you make an error when typing part of a loop
body, you'll have to start again, rather than just editing the incorrect line. Modifying

a variable with a single line of Python code and seeing the output is a close fit to an
optimal use of the REPL for prototyping.

For example, I often find it hard to remember how the built-in function filter(...)
works. There are a few ways of reminding myself: I could look at the documentation
for this function on the Python website or using my code editor/IDE. Alternatively, I
could try using it in my code and then check that the values I got out are what I expect,
or I could use the REPL to either find a reference to the documentation or just try the
function out.

In practice, I generally find myself trying things out. A typical example looks like the
following one, where my first attempt has the arguments inverted, the second reminds
me that filter returns a custom object rather than a tuple or a list, and the third reminds
me that filter includes only elements that match the condition, rather than excluding
ones that match the condition.

>>> filter(range(10), lambda x: x == 5)
Traceback (most recent call last):

File "<stdin»", line 1, in <module>
TypeError: 'function' object is not iterable
>>> filter(lambda x: x == 5, range(10))
<filter object at 0x033854F0>
>>> tuple(filter(lambda x: x == 5, range(10)))
(5,)

Note The built-in function help(...) is invaluable when trying to understand
how functions work. As filter has a clear docstring, it may have been even more
straightforward to call help(filter) and read the information. However, when
chaining multiple function calls together, especially when trying to understand
existing code, being able to experiment with sample data and see how the
interactions play out is very helpful.
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If we do try to use the REPL for a task involving more flow control, such as the
famous interview coding test question FizzBuzz (Listing 1-1), we can see its unforgiving
nature.

Listing 1-1. fizzbuzz.py - a typical implementation

for num in range(1, 101):
val = "'
if num % 3 == 0:
val += 'Fizz'
if num % 5 ==
val += 'Buzz’
if not val:
val = str(num)
print(val)

If we were to build this up step by step, we might start by creating a loop that outputs
the numbers unchanged:

>>> for num in range(1, 101):
print(num)

98
99
100

At this point, we will see the numbers 1 to 100 on new lines, so we would start adding
logic:

>>> for num in range(1, 101):
if num % 3 == 0:
print('Fizz")
else:
print(num)
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98
Fizz
100

Every time we do this, we are having to reenter code that we entered before,
sometimes with small changes, sometimes verbatim. These lines are not editable once
they've been entered, so any typos mean that the whole loop needs to be retyped.

You may decide to prototype the body of the loop rather than the whole loop, to
make it easier to follow the action of the conditions. In this example, the values of n
from 1 to 14 are correctly generated with a three-way if statement, with n=15 being the
first to be incorrectly rendered. While this is in the middle of a loop body, it is difficult to
examine the way the conditions interact.

This is where you'll find the first of the differences between the REPL and a script’s
interpretation of indenting. The Python interpreter has a stricter interpretation of how
indenting should work when in REPL mode than when executing a script, requiring you
to have a blank line after any unindent that returns you to an indent level of 0.

>>> num = 15
>>> if num % 3 == 0:
print('Fizz")
. if num % 5 ==
File "<stdin>", line 3
if num % 5 ==

N

SyntaxError: invalid syntax

In addition, the REPL only allows a blank line when returning to an indent level of 0,
whereas in a Python file it is treated as an implicit continuation of the last indent level.
Listing 1-2 (which differs from Listing 1-1 only in the addition of blank lines) works when
invoked as python fizzbuzz_blank lines.py.
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Listing 1-2. fizzbuzz_blank_lines.py

for num in range(1, 101):
val = "'
if num % 3 == 0:
val += 'Fizz'
if num % 5 ==
val += 'Buzz'

if not val:
val = str(num)

print(val)

However, typing the contents of Listing 1-2 into a Python interpreter results in the
following errors, due to the differences in indent parsing rules:

>>> for num in range(1, 101):
val = "'
if num % 3 == 0:
val += 'Fizz'
if num % 5 ==
val += 'Buzz'

>>> if not val:
File "<stdin>", line 1
if not val:

N

IndentationError: unexpected indent
>>> val = str(num)
File "<stdin>", line 1
val = str(num)

A
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IndentationError: unexpected indent
>>>
>>> print(val)
File "<stdin>", line 1
print(val)

A

IndentationError: unexpected indent

It’s easy to make a mistake when using the REPL to prototype a loop or condition
when you're used to writing Python in files. The frustration of making a mistake and
having to reenter the code is enough to undo the time savings of using this method over
a simple script. While it is possible to scroll back to previous lines you entered using
the arrow keys, multiline constructs such as loops are not grouped together, making it
very difficult to re-run a loop body. The use of the >>> and . .. prompts throughout the
session also makes it difficult to copy and paste previous lines, either to re-run them or
to integrate them into a file.

Prototyping with a Python script

It is very much possible to prototype code by writing a simple Python script and running
it until it returns the correct result. Unlike using the REPL, this ensures that it is easy

to re-run code if you make a mistake, and code is stored in a file rather than in your
terminal’s scrollback buffer.! Unfortunately, it does mean that it is not possible to interact
with the code while it’s running, leading to this being nicknamed “printf debugging,’
after C’s function to print a variable.

As the nickname implies, the only practical way to get information from the
execution of the script is to use the print(...) function to log data to the console
window. In our example, it would be common to add a print to the loop body to see what
is happening for each iteration:

Tip f-strings are useful for printf debugging, as they let you interpolate variables
into a string without additional string formatting operations.

You'll be glad of this the first time you accidentally close the window and lose the code you're
working on.

6
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for num in range(1,101):
print(f"n: {num} n%3: {num%3} n%5: {num%5}")

The following is the result:

n: 1 n%3: 1 n%5: 1

n: 98 n%3: 2 n%5: 3
n: 99 n%3: 0 n%5: 4
n: 100 n%3: 1 n%5: O

This provides an easily understood view at what the script is doing, but it does
require some repetition of logic. This repetition makes it easier for errors to be missed,
which can cause significant losses of time. The fact that the code is stored permanently
is the biggest advantage this has over the REPL, but it provides a poorer user experience
for the programmer. Typos and simple errors can become frustrating as there is a
necessary context switch from editing the file to running it in the terminal.? It can also
be more difficult to see the information you need at a glance, depending on how you
structure your print statements. Despite these flaws, its simplicity makes it very easy to
add debugging statements to an existing system, so this is one of the most commonly
used approaches to debugging, especially when trying to get a broad understanding of a
problem.

Prototyping with scripts and pdb

pdb, the built-in Python debugger, is the single most useful tool in any Python
developer’s arsenal. It is the most effective way to debug complex pieces of code and is
practically the only way of examining what a Python script is doing inside multistage
expressions like list comprehensions.?

2Some text editors integrate a terminal precisely to cut down on this kind of context switching.

3Pdb allows you to step through each iteration of a list comprehension, as you would do with a
loop. This is useful when you have existing code that you are trying to diagnose a problem with,
but frustrating when the list comprehension is incidental to your debugging.
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In many ways, prototyping code is a specialized form of debugging. We know that
the code we've written is incomplete and contains errors, but rather than trying to find a
single flaw, we're trying to build up complexity in stages. Many of pdb’s features to assist
in debugging make this easier.

When you start a pdb session, you see a (Pdb) prompt that allows you to control the
debugger. The most important commands, in my view, are step, next, break, continue,
prettyprint, and debug.

Both step and next execute the current statement and move to the next one. They
differ in what they consider the “next” statement to be. Step moves to the next statement
regardless of where it is, so if the current line contains a function call, the next line is the
first line of that function. Next does not move execution into that function; it considers
the next statement to be the following statement in the current function. If you want to
examine what a function call is doing, then step into it. If you trust that the function is
doing the right thing, use next to gloss over its implementation and get the result.

break and continue allow for longer portions of the code to run without direct
examination. break is used to specify a line number where you want to be returned to
the pdb prompt, with an optional condition that is evaluated in that scope, for example,
break 20 x==1.The continue command returns to the normal flow of execution; you
won’t be returned to a pdb prompt unless you hit another breakpoint.

Tip If you find visual status displays more natural, you may find it hard to keep
track of where you are in a debugging session. | would recommend you install

the pdb++ debugger which shows a code listing with the current line highlighted.
IDEs, such as PyCharm, go one step further by allowing you to set breakpoints in a
running program and control stepping directly from your editor window.

Finally, debug allows you to specify any arbitrary python expression to step into. This
lets you call any function with any data from within a pdb prompt, which can be very
useful if you've already used next or continue to pass a point before you realize that’s
where the error was. It is invoked as debug somefunction() and modifies the (Pdb)

*These can all be abbreviated, as shown in bold. step becomes s, prettyprint becomes pp, etc.

8
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prompt to let you know that you're in a nested pdb session by adding an extra pair of
parentheses, making the prompt ((Pdb)).5

Post-mortem debugging

There are two common ways of invoking pdb, either explicitly in the code or directly
for so-called “post-mortem debugging.” Post-mortem debugging starts a script in

pdb and will trigger pdb if an exception is raised. It is run through the use of python

-m pdb yourscript.py rather than python yourscript.py. The script will not start
automatically; you'll be shown a pdb prompt to allow you to set breakpoints. To begin
execution of the script, you should use the continue command. You will be returned to
the pdb prompt either when a breakpoint that you set is triggered or when the program
terminates. If the program terminates because of an error, it allows you to view the
variables that were set at the time the error occurred.

Alternatively, you can use step commands to run the statements in the file one by
one; however, for all but the simplest of scripts, it is better to set a breakpoint at the point
you want to start debugging and step from there.

The following is the result of running Listing 1-1 in pdb and setting a conditional
breakpoint (output abbreviated):

> python -m pdb fizzbuzz.py

> c:\fizzbuzz_pdb.py(1)<module>()
-> def fizzbuzz(num):

(Pdb) break 2, num==15

Breakpoint 1 at c:\fizzbuzz.py:2
(Pdb) continue

1

13
14

°T once so badly misunderstood a bug that I overused debug until the pdb prompt looked like
((((((Pdb)))))). This is an antipattern as it’s very easy to accidentally lose your place; try and
use conditional breakpoints if you find yourself in a similar situation.



